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Abstract

The proposed presentation aims to update the audience on the achievements of the
Isabelle/RL project presented at AITP 2024. In particular, the project has contributed an
openly available framework for interacting in Python with the Isabelle proof assistant, a
small-scale experiment evaluating the proof capabilities of 5 encoder-decoder transformers,
and the use of the framework for creating a tool that automatically fixes (simple) broken
verification proofs due to small changes in the upstream theory stack. The presentation
also aims to discuss future research avenues from the existence of this framework.

The Isabelle/RL project, proposed in AITP 2024 [4], has grown from a simple data-
extraction algorithm for the Isabelle interactive theorem prover (ITP) to a set of tools for
interfacing with the prover, training and evaluating machine learning models, and proving sim-
ple Isabelle theorems with them. Despite this progress, the project’s objectives have not been
attained yet. This extended abstract discusses the project’s achievements and upcoming steps.

Achievements The project has attained the following milestones:

1. A data-extraction algorithm with a Scala and a Python command line interface. The al-
gorithm complements older Isabelle-focused approaches [6, 7] by supplying typing data for
constants and variables which has been previously reported as missing [8]. To run the algo-
rithm, users must specify a “read” directory and an “output” directory. The read directory
must have at least one .thy file. Users can include a ROOT file describing an Isabelle session, or
a ROOTS file listing several sessions with their own directories, ROOT files, and .thy files. The
output directory will mimic the structure of the read directory. Additionally, it will create a
directory for each .thy file, with the same name, and containing one . json file for each proof
in the original .thy file. An example of a generated .json can be seen in Appendix A.

2. Python-based training and evaluation loops for Google’s T5 [1, 9] and Gemma 3n [11]
models. Chosen for their relatively small sizes and open availability, most users can download
these models and run them locally. The project has produced various versions of the T5
models which are publicly available in a snapshot of the project’s repository [5]. Specifically,
for computational and time constraints, the project has not used the large (783M parameters),
x1 (2.85B), and xx1 (11.3B) versions of the google/flan-t5 family of models. Instead, it has
focused on training from scratch and fine-tuning the small (77M) and base (248M) varieties. A
comparison of the proving capabilities of these models appears in Table 1. The T5 models have
a typical encoder-decoder architecture, very similar to that of the original transformer [12] with
minor changes [9], while the Gemma 3n model (2B) has a Matryoshka architecture described
as nesting a smaller model within a larger model. Upcoming work will evaluate the Gemma 3n
model and compare the current results with more architectures.

3. Scala and Python read-eval-print-loops (REPLSs) for interacting with the prover program-
matically. The objective is to enable users to interface their models with Isabelle purely on the
Python side, where popular libraries for machine learning abound (e.g. Hugging Face, Unsloth,
Axolotl, Gymnasium). As before, the REPLs receive as input (at most) a “logic” (an Isabelle
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session) and the name of a .thy file, enabling them to load Isabelle at the appropriate proof
context. From there, simple commands (e.g. apply, reset, undo) enable users to execute or
undo Isabelle “actions” by using as arguments typical Isabelle-user strings. Other methods
provide context information (e.g. last_proof_of, is_at_proof, or 1ast,error). As output,
the REPL prints the output that users would usually see in Isabelle’s output panel.

4. A depth-first search (DFS) algorithm for evaluating the models’ ability to prove theorems
from a specified split (train, validation, or test) of the generated data. Crucially, the DFS loop
leverages the Python REPL and the trained/fine-tuned models. For each logic in the split, the
loop loads the REPL in the appropriate Isabelle context and queries the model for the next
Isabelle step. The breadth and depth of attempts in the DF'S algorithm are controlled from an
input . json configuration file. The results of the evaluation for the T5 models with 5 attempts
up to 5-levels deep in the proof appear in Table 1. Future work will explore variations of these
meta-parameters and apply the DFS loop to the recently fine-tuned Gemma 3n model.

6. The knowledge and tools used here have been crucial for developing the super_fix tool
for automatically repairing large proof scripts leveraging Sledgehammer [10]. In a large proof
development with several iterations, manual calls to Sledgehammer for fixing easy but broken
proof steps do not scale. Instead, super_fix uses the Isabelle/RL project’s libraries to traverse
.thy files with failed proof steps and automatically replace them with updated versions. The
tool has been used in a large mechanised proof of properties of a cache coherence protocol [10].
Extensions to the tool leveraging the LLMs are upcoming work.

7. The project has applied the data extraction algorithm to the AFP (2024). It has also used
the DF'S loop to perform a small-scale experiment comparing different training configurations
for the TH models. That is, it evaluates the models’ ability to prove theorems via the DFS
varying the training setup (from scratch or fine-tuning) and the data extend (whether to include
premises and keywords or not). The project has published a snapshot of the models’ weights
and the algorithm for this experiment in a publicly available snapshot [5]. A summary of the
models’ behaviour appears below:

Model Predictions Progress steps Attempts Finished Avg. time
small_s 4,185,571 62.48% 24,071 6.63% 48.92 s
finet_small s 2,055,838 37.29% 24,740 11.46% 40.09 s
small_spk 1,859,629 49.01% 27,597 8.55% 29.84 s
base_s 2,983,954 60.65% 20,252 8.92% 50.33 s
finet_base_spk 2,315,016 52.57% 38,532 16.71% 53.28 s

Table 1: Evaluation of T5 models on automatically proving theorems

The column Progress steps tells the percentage of model predictions (first column) that were
accepted by the ITP but that do not necessarily finish the proof. The column Finished displays
the percentage of automatically completed proofs out of all the attempted ones (third column).
The last column indicates the average amount of time that each model spent processing the
attempted proofs. The finet prefix indicates that the model was fine-tuned on the project’s
data. If the prefix is not available, the model has only been pre-trained. The two sizes small
(77M parameters) and base (248M parameters) also appear in Table 1. Finally, the suffix spk
indicates that the data includes, besides the user-proof up to that point, the user-seen state, the
premises that the user used to complete the proof, and the available keywords at that point.
This is in contrast to the suffix s that only adds the user-state to the proof up to that point.

Next steps The project is currently focused on calling next-step suggestion external func-
tions, such as those by the trained models, via the Isabelle proof assistant. The objective is to
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simplify the tooling process so that future developments in automated theorem proving can be
immediately adapted as an Isabelle tool. To that purpose, the project has already created a
Python server and a Standard ML client that are being adapted to query the trained language
models via Isabelle. Currently, one needs to provide the path to the current file and the line
number (where the prediction must be made) as an Isabelle tactic. The model recommends
the next step and sends it back to Isabelle, which displays it in its output panel. We are in
constant communication with the Isabelle developers who have already provided extensions to
Isabelle that facilitate reimplementing our methods via official Isabelle tools.

The small-scale experiment is easy enough to set up that trying more recently optimised
models with the framework, such as Gemma 3 [11] or DeepSeek R1 [2], should be fairly simple
and executed in parallel with other objectives of the project. The project has already fine-tuned
a Gemma 3n model, and it is in the process of evaluating it in the DFS loop.

Finally, the project’s initial objective was to turn Isabelle into a reinforcement learning
environment. The amount of data generated from the project is not representative of all the
knowledge that Isabelle users acquire to tackle the provers’ interactive commands. The expec-
tation is that a reinforcement learning setting will enable a machine learning model to estimate
a distribution based on more varied data.

As such, the project intends to implement a Markov Decision Process (MDP) (S, A, T, R)
such that the states (.S) correspond to the context-dependent data used in the above evaluations,
the actions (A) correspond to user actions (combinations of proof-commands and arguments
that the prover accepts), the (learned) transition function (7") assigns a “probability” of success
to each action, and the reward function (R) awards the most points for early proof completions
but still positive points for non-repeated proof progress. Iterative improvements to the reward
function will be guided by the study and analysis of its previous versions.
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A Appendix: Format and content of generated data

{
"proof": {
"steps": [
{
"step": {
"action": "lemma in_empty_table[simpl: \"\<not> x \<in>
empty_table\"",
"user_state": "",
"term": "x \<notin> empty_table \<Longrightarrow> (x \<notin>
empty_table)",
"hyps": [J,
"proven": [],
"variables": [{"TypeO": "x :: ’a"}],
"constants": [
{"TypeO": "Pure.prop :: prop \<Rightarrow> prop"},
{"Typel": "empty_table :: ’a set"},
{"Type5": "(\<Longrightarrow>) :: prop \<Rightarrow> prop \<
Rightarrow> prop"}
s
"type variables": [{"SortO": "’a :: type"}]
}
¥
{ ... }Y // Other steps omitted for brevity
1o
"apply_kwrds": [
{"name": "\\<proof>"},
{"name": "sorry"},
{"name": "..."}, // Many apply-style commands omitted
]’
"isar_kwrds": [
{"name": "define"},
{"name": "assume"},
{"name": "..."}, // Many Isar-style commands omitted
P
"methods": [
{"name": "Metis.metis"},
{"name": "Transfer.transfer_prover_start"},
{"name": "..."}, // Many methods omitted
1o
"deps": [
{"thm": {"name": "Pure.protectIPure.protectI", "term": "PROP 7A \<
Longrightarrow> (PROP 7A)"}},
{"thm": {"name": "HOL.eq_reflectionHOL.eq_reflection", "term": "7x

= 7y \<Longrightarrow> 7x \<equiv> 7y"}},
// More dependencies omitted
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