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Introduction: This abstract presents the project to integrate sound, verifiable reasoning into
the core of the Hyperon AGI system [7]. The first completed exploration is the implementation
of a Metamath [15] verifier in the MeTTa [16]. The Hyperon architecture is designed to foster
cognitive synergy among diverse Al components such as neural networks and symbolic reason-
ers, utilizing a shared representation for cognitive and procedural knowledge. MeTTa! (Meta
Type Talk) is the language designed for this purpose. MeTTa is a gradually-typed language
with elements of declarative and functional programming, and as a homoiconic language, its
programs can be natively treated as data. The core semantics depend on pattern matching and
rewriting over metagraphs (called atompsaces) [6]. Metamath is a language for formal veri-
fication in terms of token-level string substitution, respecting typecodes and disjoint variable
constraints (as a way to deal with quantifier scopes)?. Metamath was chosen for its apparent
alignment with MeTTa and the small verifier.

Integrating verified reasoning directly into AGI systems may be crucial for building robust
and trustworthy AI with sound reasoning. While it is possible to outsource verification to
external systems, my experiencing developing a proof-of concept formal meta-ethics ontology
in SUMO [10,12] highlighted the importance of having an in-house trusted proof kernel within
a knowledge system. The recent success of DeepMind achieving Gold scores in the IMO [13]
suggests that LLM-based Als’ reasoning capacities are improving, which in the limit should lead
to the integration of formal methods®. Thus while my focus is on the AGI architectures that
aim to explicitly foster cognitive synergy among diverse Al algorithms (such as Hyperon via the
common knowledge language of MeTTa), as I argued at AITP’24 [11], LLM-based AI systems
seem to have increasingly sophisticated architectures, so the integration of formal reasoning
into them may become equally relevant.

Verifier Implementation: The initial approach was to directly copy the simple Python ver-
ifier for Metamath: mmuoerify.py*. Each function was re-implemented in MeTTa, checking for
correctness, to reduce the risk of errors. The mmverify code parses a Metamath file sequentially,
adding floating hypotheses ('type declarations’), essential hypotheses ("assumptions’), variables,
and disjoint variable constraints to the appropriately scoped frame in a frames stack, which are
used to construct assertions to add to the labels dictionary. The wverify function is called on
proof statements before they are added.

The MeTTa interpreter used® is still very slow®, so the core text parsing (and preprocessing)
is done in Python. Once a statement keyword (denoted by $) is parsed, the appropriate MeTTa

ITutorial: https://metta-lang.dev/

2A large amount of mathematics has already been formalized within Metamath: https://us.metamath.org/
mpeuni/mmset.html.

3However, in theory, a small LLM model may be able to replicate a proof kernel.

4https://github.com/david-a-wheeler/mmverify.py

SHyperon Experimental 0.2.6

6Significant performance improvements are expected with the development of https://github.com /trueagi-
io/MORK (MeTTa Optimal Reduction Kernel).


https://metta-lang.dev/
https://us.metamath.org/mpeuni/mmset.html
https://us.metamath.org/mpeuni/mmset.html
https://github.com/david-a-wheeler/mmverify.py
https://github.com/trueagi-io/hyperon-experimental
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function is inserted from the Python (e.g., $p results in add_p). The implementation passes
the metamath test suite” tests under 1000 lines long®.

In MeTTa, spaces are used as the primary data structure. A space in MeTTa is a
database of atoms (which can be of the types: symbol atoms, expressions, grounded atoms,
and wvariable atoms) that can be queried via pattern matching (generally via the functions
(match $space $pattern $rewrite) and (unify $space $pattern $rewrite $fail)). Two
spaces are used: one for the &stack used to construct proof terms and one &kb space to store
labels and frames. Thanks to pattern-matching, items in the frame can be stored by adding
tags, “(FSDepth $depth)”.

Example output and MeTTa programs for a few examples can be found on Github? (specif-
ically, demo0.mm, disjoint2.mm, and 180 lines of hol.mm).

Avenues for future work: We would like to use Metamath data to do experiments with
inference control and reasoning using generic forward and backward chainers'® One motivation
fro this project is Geisweiller’s AITP’14 presentation, “Meta-Reasoning in MeTTa for Inference
Control via Provably Pruning the Search Tree”, which aims to ultimately have the AGI system
verify its own cognitive algorithms and reasoning, which may be especially important if doing
probabilistic proof search.

The verifier represents a deep embedding, and for reasoning, we’d like a shallow embed-
ding. Geisweiller'! and I'? both found transformed demo0.mm into a format that can be
checked with the backward chainer in MeTTa. Parentheses needed to be added to help guide
the backward-chaining. Disjoint variable checking isn’t implemented yet. Geisweiller’s version
looks increasingly like Metamath Zero [1,2] (MMO0), and MeTTa aims to deal with fresh vari-
ables “emphcorrectly”, too, so it may be that importing math from MMO is a wiser approach.
Wernhard and Zombori’s work with Metamath via CD Tools [19,20] may also be helpful: they
extract the compressed proof terms (as trees) into Prolog and analyze the proof structure, as
well as looking for novel lemmas that can further compress the library.

A simple, sound kernel at the core of an AGI architecture should provide firm footing for
other cognitive algorithms to verify (parts of) their solutions. When doing reasoning over uncer-
tainties, such as with Probabilistic Logic Networks (PLN) [8], if the likelihoods and certainties
appoarch 1, then it should be possible to extract a verifiable proof. There is the idea to use
to do conjecturing or to guide proof-search by estimating the likelihood of statements to be
theorems'. One ambitious goal is to integrate meta-learning about how to do the proof-search
into the Al systems themselves, advancing the autonomous prover ideas seen in MaLARea [18],
going beyond traditional AITP projects such as ENIGMA [9, 14]. We hope that integrating
formal reasoning into an AGI framewrok will help to bridge the gap between “higher-order”
reasoning with big steps for efficient proof search and fast, low-level verification, bridging the
gap between Poincaré-style and Hilbert-style mathematics. Another potential application, in
the example of the Alien Coding experiments [3,4] over the OEIS [17] would be to learn and
tweak the language that program generation is done in.

"https://github.com/zariug/metamath-test

8The mmuverify.py verifier had one small error and harmlessly didn’t check for some properties of the specs,
so a three tests were added.

9https://github.com/zariugq/mmverify.py/tree/master/examples

10See various experimental implementations here: https://github.com/trueagi-io/chaining/tree/main/
experimental. The curried chainer may be interesting to investigate due to breaking down inference rules into
minimal components.

https://github.com/ngeiswei/chaining/blob/metamath-xt/experimental/metamath/demo0.metta

https://github. com/zariug/mmverify.py/blob/mettification/examples/demo0_bc.metta

13See Geisweiller’s AITP’25 submission, “Estimating the Probability of a Conjecture to be a Theorem with
PLN for Inference Control” [5]


http://www.cs.christophwernhard.com/cdtools/overview.html
https://github.com/zariuq/metamath-test
https://github.com/zariuq/mmverify.py/tree/master/examples
https://github.com/trueagi-io/chaining/tree/main/experimental
https://github.com/trueagi-io/chaining/tree/main/experimental
https://github.com/ngeiswei/chaining/blob/metamath-xt/experimental/metamath/demo0.metta
https://github.com/zariuq/mmverify.py/blob/mettification/examples/demo0_bc.metta
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Suggestions and pointers on how to integrate formal verification into AGl-aspiring cognitive
inference control experiments will be much welcome. Especially as to potential pitfalls one
could naively run into and ways to work around them.
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