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Preface

This volume contains the abstracts of the talks presented at AITP 2018: The
Third Conference on Artificial Intelligence and Theorem Proving held on March
25-30, 2018 in Aussois, France.

We are organizing AITP because we believe that large-scale semantic process-
ing and strong computer assistance of mathematics and science is our inevitable
future. New combinations of Al and reasoning methods and tools deployed over
large mathematical and scientific corpora will be instrumental to this task. We
hope that the AITP conference will become the forum for discussing how to get
there as soon as possible, and the force driving the progress towards that.

AITP 2018 consists of several sessions discussing connections between mod-
ern AT, ATP, ITP and (formal) mathematics. The sessions are discussion oriented
and based on 10 invited talks and 21 contributed talks.

We would like to thank the Aussois CNRS conference center for hosting
AITP 2018. Many thanks also to Andrei Voronkov and his EasyChair for their
support with paper reviewing and proceedings creation. The conference was
partly funded from the European Research Council (ERC) under the EU-H2020
projects SMART (no. 714034) and ATAREASON (no. 649043), and the Czech
project AI&Reasoning CZ.02.1.01/0.0/0.0/15-003/0000466 and the European
Regional Development Fund.

Finally, we are grateful to all the speakers, participants and PC members for
their interest in discussing and pushing forward these exciting topics!

March 25, 2018

Pittsburgh Thomas C. Hales
Innsbruck Cezary Kaliszyk
Stuttgart Stephan Schulz
Prague Josef Urban
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Axiomatizing consciousness, with applications

Henk Barendregt

Radboud University Nijmegen

Abstract. Consciousness is defined as a stream of configurations that
consist of three components: object, state, and action. The configurations
change in discrete moments in time, while their three components influ-
ence each other recurrently, depending on the situation in the world.
Mindfulness enables modifying the stream of configurations by taking
states as objects of consciousness, on which an influence can be exerted.
Several mental mechanisms can be understood by the axiomatic theory.
1. Memory, learning and deconditioning. 2. Mental suffering, including
clinical phenomena. 3. The Church-Turing thesis on human computabil-
ity. Applications of the understanding of mental suffering can be found
in clinical practice and meditation. The validity of these practices are
increasingly investigated in cognitive (neuro)psychology.
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Some Reflections on a Computer-aided Theory Exploration
Study in Category Theory

Christoph Benzmiiller' and Dana S. Scott?

1 University of Luxembourg, Luxembourg & Freie Universitiat Berlin, Berlin, Germany
c.benzmueller@gmail.com
2 Visiting Scholar at University of California, Berkeley, USA
dana.scott@cs.cmu.edu

We present some reflections on the use of automated theorem proving and model finding
technology in the context of a recent theory exploration study in category theory [1,2].

In our stepwise development of mutually equivalent axioms sets for category theory we
started out with a generalised notion of monoids. More precisely, the first axiom system in our
study was obtained by generalizing the standard axioms for a monoid to a partial composition
operation. In subsequent development steps we simplified this initial axioms set until we reached
the axioms as proposed by Scott [15] in the 1970s. We then compared this axioms set with an
alternative proposal by Freyd and Scedrov [11]. In the course of this comparison we revealed
a technical flaw for the axiom set of Freyd and Scedrov: either all operations, e.g. morphism
composition, are total or their axiom system is inconsistent. The repair for this problem is
quite straightforward and it essentially corresponds to the set of axioms proposed by Scott.

Our experiments were enabled by a semantical embedding of free logic [14] in classical higher-
order logic (HOL), which we implemented in the proof assistant system Isabelle/HOL [12].
Free logic was utilised to support an adequate handling of partiality and undefinedness in the
modeling of morphism composition, and the domain and codomain operators. Our experiments
were substantially supported by automated reasoning technology, in particular, by the model
finder Nitpick [7] and by various automated theorem provers (CVC4 [10], E [13], Leo-II [3],
Satallax [8], SPASS [6], Z3 [9], etc.) integrated with Isabelle/HOL via Sledgehammer [5].

In our presentation at AITP 2018 we particularly want to reflect on the role these systems
played in our experiments. This is of practical and also of epistemological relevance, since these
systems, as we will evidence, can indeed substantially foster the gain of new knowledge. We
will therefore highlight relevant points in our stepwise development in which these systems, in
particular, the model finder Nitpick, supported the gain of intuition by providing countermodels
to still slightly flawed axioms or definitions. And the theorem provers supported the detection
of the constricted inconsistency, in addition to the important, albeit more traditional, role they
played in confirming equivalences between different axioms sets as soon as we arrived at their
correct formulations.

Despite our reassuring overall teamwork experience, which involved a domain expert (Scott),
a theorem proving expert (Benzmiiller) and the Isabelle/HOL framework, we also collected
several critical remarks pointing to a range of improvement opportunities. Some of these im-
provement opportunities are of technical nature, others may include theoretical aspects. For
example, Nitpick should be improved by devising and implementing better readable and even-
tually more domain specific representations of models and countermodels. In our experiments
such conversions were in fact laboriously handled by hand by Benzmiiller and the results were
then communicated by email to Scott. In some cases calls of external theorem provers via
Sledgehammer resulted in technical error messages, which may demotivate non-expert users,
and when the theorem provers succeeded, then their proofs could most of the time not be con-
verted into informative Isar style proofs. The constricted inconsistency result, for example, had
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to be reconstructed by hand to obtain an human-friendly Isar style proof (see [4] for a similar
experience in a different context).

Hence, our successful experiments, in which automated reasoning tools integrated in Is-
abelle/HOL have demonstrated their capabilities beyond mere proof verification, still required
a close interaction between three players: a domain expert, a theorem proving expert and the
Isabelle/HOL proof assistant. The challenge in fact still is to get the second player completely
out of the loop, without requiring the first player to adopt a nearly identical level of technical
expertise in a resource-intensive, laborious manner.
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Project Proposal: Proof Guidance by Compression

Lasse Blaauwbroek*

Czech Institute for Informatics, Robotics and Cybernetics,
Czech Republic
lasse@blaauwbroek.eu

Abstract

We propose a method for guiding the proof search of theorem provers based on com-
pression. Given a pre-existing corpus of proof states and corresponding helpful proof steps,
we propose compression as a means to find the state that is closest to the current proof
state, thereby giving us a likely next proof step. We compare two states by treating them
as strings, and then compressing their concatenations. If the states are very similar, we
may expect the compressed string to be much smaller due to information sharing between
the states. This can then be used to create a distance metric between proof states.

Normalized Compression Distance Let C be a reference compression algorithm such that
C(s) denotes the compressed version of s. As first done by Cilibrasi and Vitnyi [1] we will be
utilizing this compressor to build a similarity metric. The intuitive idea behind this is that
if two string s and ¢ are similar, the compressor can use the information in s to reduce the
compression size of t. Hence, we would expect |C(st)| to be much smaller than |C(s)| + |C(t)|,
and when s and ¢ are equal we expect |C(st)| to approach |C(s)| + b where b is some small
constant used to encode the duplicate information. On the other hand, when s and ¢ share no
information, |C(st)| is expected to be equal or larger than |C(s)| + |C(t)|.

We now define a distance function, called the Normalized Compression Distance (NCD),
which is formed by normalizing |C'(st)| such that longer strings are not penalized.

[C(st)| = min(|C(s)], |C(#)])
max(|C(s)|, [C(2)])

NCD¢(s,t) =

Let us for a moment consider the perfect compressor K, of which the compression size is called
the Kolmogorov complexity. It is known that NCD g satisfies all the standard laws of a distance
metric [4]. More than that, it can be shown that NCDg is in some sense the “universal” metric
because it simultaneously captures all other (computable) metrics. Using this metric would
therefore subsume all other metrics, effectively solving all problems in Artificial Intelligence.
Unfortunately, it is well-known that the Kolmogorov complexity is an undecidable function,
thereby crushing our dream of perfect Al. We can, however, still hope to create an approximation
to this metric by using existing compression algorithms.

Resolution Selection In this proposal, we endeavour to apply the NCD to mathematical
formulas. Our hope is that a good compression scheme will automatically find similar structures
within formulas, which would make for a good predictor of similar formulas. However, the fact
that formulas are usually represented by relatively short strings is a practical problem here.
Most compression algorithms are optimized for large bodies of text, and often have a substantial
constant overhead (i.e. to store dictionaries). Therefore, these algorithms perform rather poor
on short strings (often inflating the size of the string instead of deflating it).

*This work was supported by the European Regional Development Fund under the project AI&Reasoning
(reg. no. CZ.02.1.01/0.0/0.0/15.003/0000466)
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In order to combat this problem, we propose not to compare individual formulas with each
other, but rather to compare entire proof states that represent partial proofs of theorem provers.
These states should generally be much larger and therefore better suited for compression. Al-
though this idea should in principle be widely applicable, we have chosen the leanCoP theorem
prover [3] for our initial experiments. This prover tries to derive a contradiction by applying
extension and reduction inferences to a connection tableau. In order to apply an inference rule
on a leaf of the tableau, the prover must choose from a list of possible clauses to perform a
rule with. To make this choice, one can try to look at the current branch of the tableaux. One
option is to try and find a previously encountered proof situation that is similar to the current
situation and for which the best next inference is known. We propose to find this similar proof
state using the NCD. For this, a string is created that is representative of the proof state, by
simply concatenating the literals on the current proof branch together with the list of possible
clauses to perform resolution with.

Prediction by Partial Matching Selecting a good compression algorithm for the task
described above is not easy. We wish the algorithm to have a small constant size overhead, and
one that compresses good on small texts. This means that algorithms based on dictionaries are
not a good fit. The state of the art in compression is based on Prediction by Partial Matching
(PPM) [2]. In short, the idea is to process the input as a stream. While processing, a predictive
model is built that tries to guess what the next character(s) in the stream are. Whenever the
guess is correct, these characters do not have to be included in the output stream. For decoding
one can then build the same predictive model to obtain the missing characters. This approach
has the advantage that the model does not need to be stored in the output stream, making the
constant overhead effectively zero. The predictive models of general purpose compressors are
generally geared towards (human) text. We are looking into optimizing the model for formulas
by making use of the tree-structure found in formulas.

Efficiency The task of finding the most similar string to a given string s out of a large pool of
candidates can be very computationally expensive because the compressor needs to be invoked
for every candidate in the pool. We need a more efficient method of finding the most similar
string in the pool. It can be shown that under reasonable assumptions, the NCD of an imperfect
compressor approximately admits the laws of a metric [1]. However, the NCD does not give us
a vector space to work with to speed up this algorithm.

We propose a method that imposes a graph on the set of strings in the pool, such that strings
that are similar are close neighbors of each other in the graph. The idea is to approximate an
n-dimensional vector space. The n neighbors of a string s are chosen such that they are as
close as possible to s while being as far as possible from each other. This ensures that different
neighbors are as orthogonal to each other as possible. We define this graph as follows. Let S
be the set of strings in our pool. The notation S,,, denotes the set containing all subsets of .S
of size n.

Su={X C5[|X|=n}
Now, let s € S. We define the set of successors of s as follows.

> NCD(t,u)
out(s) = arg max bueX
XeS, Z NCD(S,t)
tex
Equipped with this graph, we propose a hill-climbing algorithm to find the most similar string
in the pool. We simply start with a random node in the graph, and find the neighbor that
provides the most improvement in similarity. This process is repeated until a local optimum is

reached.
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Hammer for Coq:
Automation for Dependent Type Theory

Fukasz Czajka and Cezary Kaliszyk

University of Innsbruck

Abstract. We present an architecture of a full hammer for dependent
type theory together with its implementation for the Coq proof assistant.
A key component of the hammer is a proposed translation from the Cal-
culus of Inductive Constructions, with certain extensions introduced by
Coq, to untyped first-order logic. The translation is “sufficiently” sound
and complete to be of practical use for automated theorem provers. We
also introduce a proof reconstruction mechanism based on an eauto-type
algorithm combined with limited rewriting, congruence closure and some
forward reasoning. The algorithm is able to re-prove in the Coq logic
most of the theorems established by the ATPs. Together with machine-
learning based selection of relevant premises this constitutes a full ham-
mer system. The performance of the overall procedure is evaluated in a
bootstrapping scenario emulating the development of the Coq standard
library. For each theorem in the library only the previous theorems and
proofs can be used. We show that 40.8% of the theorems can be proved
in a push-button mode in about 40 seconds of real time on a 8-CPU
system.
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Computational Exploration of String Theory
Michael R. Douglas

keywords: computational mathematics, string theory, theoretical physics

Abstract

Superstring theory is a physical framework that unifies quantum mechanics and general rela-
tivity in ten-dimensional space-time. By assuming that the extra six dimensions are a small
compact manifold, one can derive theories of physics in four dimensions that can reproduce all
the experiments and observations to date, as well as predicting new physics such as supersym-
metry and dark matter.

The detailed predictions of the theory depend on what we assume for the extra dimensions —
their topology and metric, and the existence and location of a variety of extra fields and physical
objects such as “branes.” Given a set of these choices one can derive a potential function, and
each local minimum of one of these potential functions is referred to as a “string vacuum.”
Given a choice of vacuum, much is known about how to compute detailed physical predictions
such as the spectrum of particles and their masses, data which can be encoded in a relatively
compact structure called an effective field theory (EFT).

The choices and minima which determine a vacuum can be classified so that the problem of
enumerating vacua becomes combinatorial. This classification and the computations involve
a great deal of mathematics, mostly group theory and algebraic geometry, but also Rieman-
nian geometry and many other fields. More specifically the required mathematics includes the
theories of Calabi-Yau manifolds, toric geometry and polytopes, resolution of singularities,
sheaf cohomology, Hodge theory, moduli spaces, automorphic functions and forms, and many
numerical techniques.

The number of string vacua is extremely large, both because of the number of combinatorial
choices involved, and on physical grounds. Certain physical problems — most importantly the
cosmological constant problem — can only be solved if the number of vacua is greater than
roughly 10'%0. There are mathematical arguments that the total number of vacua is finite, with
estimates ranging from 10°%° to 102999 The full structure is not just a set of this number
of vacua, each with an associated EFT, but is actually a weighted graph whose nodes are the
vacua. This graph describes quantum tunneling processes which connect the vacua, which
occur in cosmological dynamics and generate a Markov process on the set of vacua. This
structure is known as the string landscape.

Physicists have been using computational methods to study the string landscape since its be-
ginnings. A celebrated example developed in the 90’s and still of central importance is the
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Kreuzer-Skarke database of reflexive polytopes, which determines the set of six-dimensional
Calabi-Yau manifolds which can be realized as toric hypersurfaces. As time goes on, more
and more sophisticated computational techniques are being employed. Computational algebra
systems such as GAP, Macaulay 2 and Sage are regularly used, and some of this work has been
done in collaboration with computational algebraic geometers. A new trend is to use machine
learning and data science techniques — this was the subject of a recent meeting String Theory
and Data Science at Northeastern University. Repositories for the code and data generated by
this research are now in the process of being created.

In this talk we give an introduction to this area for computer scientists, sketching the ideas and
some of the basic questions we hope to answer. We will also present some ideas about what
a really satisfactory platform for this research and indeed for any repository of mathematical
knowledge would look like. In a nutshell, it should be a distributed and collaborative knowl-
edge repository, in some ways like Wikipedia, but in which the basic units of knowledge are
not expressed in natural language but instead in formal languages. This raises many difficult
problems of how to maintain formal consistency in the face of distributed and asynchronous
updates at all levels, from the foundational definitions on up. We will identify some of these
problems and hope to stimulate discussion of them.



Page 15 of 68

Revisiting SAD

Steffen Frerix and Peter Koepke
University of Bonn, Germany
Email: s6stfrer@uni-bonn.de and koepke@math.uni-bonn.de

2nd December 2017

The System for Automated Deduction (SAD) by Andrei Paskevich et.al. (see [3] and
http://nevidal.org/sad.en.html) combines natural language input with first-order proof checking.
Mathematical texts are expressed in the controlled mathematical language ForThel, parsed into a first-
order based internal format, and checked for logical correctness by a ”reasoner” together with some
standard automated theorem prover. The following excerpt of a document accepted by SAD demon-
strates that ForTheL/SAD can come close to standard mathematical language and argumentation.

Theorem The set of prime numbers is infinite.

Proof Let A be a finite set of prime numbers. Take a function p and a number r such
that p lists A in r steps. ranp C N'. [1;—, pi #0. Take n =[[,_, p; + 1. n is nontrivial.
Take a prime divisor ¢ of n.

Let us show that ¢ is not an element of A. Assume the contrary. Take ¢ such that
(1 <i<randq=p;). p; divides [],_, p; (by MultProd). Then ¢ divides 1 (by DivMin).
Contradiction. ged.

Hence A is not the set of prime numbers. o

The typesetting is done by KIEX; standard ForThelh texts allow patterns like
\Product{p}{1}{r} that SAD reads as a ternary term with arguments p,1,r, whereas a custom-
designed I¥TEX-macro outputs a pretty-printed []._, p;.

Some ”natural mathematics” features of SAD are present in the example: anonymous variables
like ”set of prime numbers”, soft type specifications in adjectives like ”prime” or ”finite” , user-specified
linguistic and symbolic patterns like ” x divides y”, proof methods like induction, case splits or contradic-
tion. SAD employs a light logical background system with efficient and mathematically well-motivated
handling of premises, definitions and local theses. Moreover, an SAD verification includes ontological
checking [6], resembling typechecking for typed languages, which, e.g., allows a correct treatment of
partial functions.

The current SAD-system is an admirable prototype based on the doctoral project of Andrei Paskevich
[3]. It was tuned to check some impressive miniatures (e.g. [5]), but in general it has severe limita-
tions. Longer texts, like a common foundation file for sets, functions, numbers etc. cannot be checked
efficiently. Therefore basic notions for sets and functions have to be reimplemented in every example
text; there is only minimal and inefficient built-in support for sets and none for functions. While the
input language allows formalizations close to natural language, the parser does not check for grammat-
ical correctness and also accepts completely ungrammatical texts. Furthermore, the range of allowed
variables and constants is limited, the ForTheL formats do not interact well with ETEX.

Reimplementing basic notions each time without strong correctness checks makes the system insec-
ure. Inconsistencies and unintended interpretations can easily be introduced accidentally. This can be
especially problematic if one wishes to combine existing ForThel texts.

SAD has not been developed further for ten years. The impressive features and examples, however,
motivate us to go into the system again, identify and remedy some weaknesses, and explore possibilities
for further development. In his MA project, the first author has analysed the code and studied the
internal behaviour. Already simple modifications of the thesis handling and of internal reasoning
methods allow the checking of much longer texts. It appears possible that a strengthened SAD is able
to verify hierarchies of texts rather than isolated examples.
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To write interdependent mathematical texts necessitates a common foundation. In SAD, the built-
in support for sets, or rather Fregian classes, is unintuive and allows the verification of undesirable
statements like “There exists a set equal to { set x | x ¢ x }”. It is not sufficient to write a common
foundational, set-theory inspired ForTheL-text on sets, functions, numbers etc., since ForTheL. does
not support schemas of axioms or theorems. The ubiquity of sets and functions in mathematics really
demands a special implementation, on which we are working.

The basis of SAD is first order logic. The ForTheL language requires soft, “linguistic” typings or
sortings like “Let f be a function”; quantified variables have to be typed. Types are interpreted as
unary predicates in the background logic. The numerous recurrences of such predicates unfortunately
clutter the input of the backend ATP. Therefore the verification process should make use of some sorted
logic. There have been ATP developments towards sorted first order logic: the TPTP language has
added the input forms TFF0 [4] and TFF1 [1] which are now supported by powerful ATPs. We are
currently working on a suitable logical setting and mechanisms that may safely and fruitfully replace
unary types by sorts. The implementation of sets and functions in particular should greatly benefit
from sorting.

In ForTheL formalizations, one chooses certain notions as undefined base notions depending on the
level of abstraction one is working on. While this can produce elegant and impressive example texts, it
makes the question of how to import or export theorems and definitions between documents difficult.
A theory of relations between ForTheL texts is necessary to provide the means to build hierarchical
libraries.

The naturality of ForTheL is a strong point of SAD that we want to further improve on. We are
working on some desirable language extensions and IATEX-compatible symbolic extensions. We shall
also examine whether proper natural language parsers from computer linguistics should replace the ad
hoc parsing used by SAD or be used as a preprocessor. This work is guided by our experiences from
the Naproche project [2].

In our talk we shall survey the classical and improved SAD system, including examples, and we shall
discuss some theoretical aspects. Our experiments make it conceivable that textbook mathematics like
an introduction to number systems can be formulated and feasably be checked by an improved SAD.
The missing resemblance between formalized mathematics and real mathematics seems to be a reason
why the general mathematical community is reluctant to integrate proof assistants into their work [7].
We view our research as a contribution to the question whether formal mathematics can be made more
acceptable by using ForTheL-like natural mathematical languages and SAD-like reasoning.
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Abstract

This Contributed Talk will present our recently published [3] work on applying verifi-
cation technologies to safe reinforcement learning and recent extensions to this work. We
show how to use formally verified hybrid systems models to precisely sandbox reinforce-
ment learning algorithms in robotics contexts. We prove that our approach preserves safety
guarantees, and demonstrate that we retain the empirical performance benefits provided
by reinforcement learning. We also explore various points in the design space for these jus-
tified speculative controllers in a simple model of adaptive cruise control for autonomous
cars. Finally, we discuss how to use verification results even when model inaccuracies are
detected at run time.

The work presented in [3] and discussed in this talk provides a general approach to-
ward provably safe learning that is amenable to extension via different learning algorithms,
approaches toward formal verification, and methods for achieving safe reinforcement learn-
ing.

1 Introduction and Background

Cyber-physical systems (CPSs) are difficult to get right, which is why formal verification
provides rigorous ways of establishing the safety of controllers with respect to a physical
model of the system under control. KeYmaera X and other hybrid systems verification
tools provide a way of obtaining safety results for cyber-physical systems [2].

Difficulties with formally verified controllers arise whenever there are discrepancies
between the verified models and the real implementation. Such discrepancies between
model and reality are inevitable in physical systems operating in open environments [4].

Reinforcement learning (RL) [7] provides ways of learning controllers that tend to per-
form well without the need for a perfect model — or even any model at all. Most approaches
toward reinforcement learning provide no guarantee about the safety of the learned con-
troller or about the safety of actions taken during learning. Absence of safety guarantees
become a crippling problem when reinforcement learning is applied to safety-critical CPSs.
Unfortunately, testing alone is an intractable approach toward system verification and
validation.

This talk will present a technique, called Justified Speculative Control (JSC) [3], for
transferring formal verification results to controllers obtained via reinforcement learning.
We also discuss some experiments which demonstrate that formal verification results can
be used to help guide a system back into modeled portions of state-space.

2 Summary of Results

Our approach toward safe learning combines hybrid systems verification, runtime monitor-
ing, and reinforcement learning. Justified Speculative Control (JSC) extends model-based
safety theorems about hybrid systems to policies obtained through reinforcement learning.

The approach begins with a hybrid system specified in Differential Dynamic Logic [5, 6]
and verified in KeYmaera X [2]. The verified system has the general shape
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init — [{ ctrl; plant}*]safe

where init describes a set of initial conditions, ctrl is a (typically non-deterministic)
discrete program describing all possible control actions, plant is a system of ordinary dif-
ferential equations describing the physical behavior of the system, and safe is a description
of the safe states for the system. The entire formula states that if the system starts in the
set init, then after any arbitrary number of control actions followed by physical movement,
the system will always remain within the set safe.

Given such a verified model, we generate runtime monitors that monitor both the con-
troller (CM) and the entire model (MM) for deviation from the verified model. These
monitors are generated using the ModelPlex algorithm implemented as a tactic in KeY-
maera X [1, 4].

The JSC algorithm takes a generic reinforcement learning algorithm A and constrains
this algorithm using our verified monitors. As long as the model monitor returns True,
A may only optimize over actions for which the controller monitor CM returns True.
Otherwise, when a model violation is detected, A is justified in optimizing over the entire
state space. This talk will present some basic results about the JSC algorithm, discussed
at greater length in [3]:

e When environments are accurately modeled (i.e., when the hybrid systems model
accurately characterizes observed sensor inputs), formal verification results for the
model from which the controller and model monitors are derived transfer to the
learning process. Verification results also transfer to extracted policies.

e When model violations are detected, transforming boolean-valued model monitors
MM to real-valued monitors provides an experimentally promising approach toward
incorporating verification results into safe reinforcement learning. Intuitively, these
real-valued monitors drive the learning process back into modeled state-space.
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Automated Reasoning in commonsense contexts is challenged by the need of taking into account
very large knowledge sources. The authors addressed this aspect in various previous papers on the topic
of natural language query answering ([3} |4]) where an engineering approach is taken, putting together
what is available and what looks helpful. In this contribution we are discussing instead of this ad hoc
methods the use of a framework from psychology.

During an ongoing series of workshops around the topic Bridging the Gap between Human and
Automated Reasoning ([l6]) we are aiming at learning from human reasoning on how to reason efficiently
even when large and different knowledge sources are necessary. This ability of humans seems to be
strongly related to consciousness. The problem of consciousness and in particular the question whether
an Al system can be conscious is discussed in depth in philosophy, neuroscience or psychology. There
is one very well accepted theory about human consciousness, namely the Global Workspace Theory
introduced by Bernhard J. Baars ([[1]). Baars’ motivation for his theory are the following observation in
human reasoning and behavior: The human brain ’suffers’ from a kind of limited capacity, e.g. immediate
memory, selectivity of attention and the observation that we rarely can do two demanding actions at a
time. The situation, however, is different, when we observe the brain directly: a huge neural network, a
lot of layers and connections and various parts that are specialized to different tasks, e.g. recognition of
visual information, controlling body functions or language recognition and generation. All this is highly
parallel and most of the time unconscious. One, at least for our community astonishing capability is, the
use of the long-term memory. We do not know its size, but as Baars is pointing out, if we pay attention
to 10,000 different pictures during several days, we can recognize each of them without attempting to
memorize them. Memory search performed by the brain is highly efficient and it looks like we have a
huge domain of knowledge, that is unconscious and we get access to it by consciousness. And this is
exactly what Baars’ Global Workspace Theory is aiming to model — Consciousness is the key to reason
efficiently and goal oriented! Following the attempt by Baars and his co-workers, the question whether
Al systems can be conscious has to be rewritten: Can we allow ourselves to design Al systems without
consciousness? In the following we sketch the Global Workspace Theory (GWT) and we try to relate
it to an automated reasoning context. We furthermore present an approach on how to let the theorem
prover Hyper [2] ‘let its mind wander‘, which is inspired by GW'T.

Global Workspace Theory GWT is usually explained by describing it as a Working Theatre of Con-
sciousness. We can think about the brain a theatre consisting of a stage, an attentional spotlight shining
at the stage, actors which represent the contents, an audience and some people behind the scene. Lets
look at the parts in more detail and relate it to automated reasoning aspects.

The stage. The working memory consist of verbal and imagined items. Most parts of the working
memory are in the dark, but there are a few active items, usually the short time memory. — We consider
the clause set which is the input to a reasoning system together with the derived clauses to be the stage.

The spotlight of attention. This bright spotlight helps in guiding and navigating through the working
memory. Humans can shift it at will, by imagining things or events. This is the part of the clause set
which is currently processed by the theorem prover.

The actors correspond to the application of inference rules on the set of clauses currently processed
by the theorem provers. The result of the actors’ actions correspond to new formulae derived by an
inference step.

*Work supported by DFG SCHO 1789/1-1 ‘CORG’.
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Figure 1: Hyper’s mind wandering.

Context behind the scene. Behind the scenes, the director coordinates the show and stage designers
and make-up artists prepare the next scenes. — We consider the reasoner and its control as a director.

The audience. According to Baars, the audience represents the vast collection of specialized knowl-
edge. It can be considered as a kind of long-term memory and consists of specialized properties, which
are unconscious. Navigation through this part of the knowledge is done mostly unconscious. — This is
the background knowledge, like Cyc, Yago or knowledge graphs.

Let Hyper’s mind wander Proof tasks in the area of commonsense reasoning usually are different
from classical proof tasks. Due to incomplete background knowledge, one cannot expect a theorem
prover to find a proof for a certain problem. In this area, the task is rather to start from an initial problem
description and to perform as many inferences as possible in order to approach a goal. This is why
computed models are of special interest in this area. The Hyper theorem prover is a hypertableau based
theorem prover which is able to construct a model for satisfiable clause sets.

The Working Theatre of Consciousness metaphor can be used to give Hyper the ability to let its mind
wander, similar to the way humans move their attention. Fig. |I| provides an overview of the interplay
between Hyper, background knowledge and selection mechanisms that is used to accomplish this goal.
Starting with an initial clause set S, background knowledge appropriate for this clause set is selected (for
example by SInE) and fed into the theorem prover (indicated by the dashed line) together with the clause
set. Hyper constructs a model for this input which is indicated by number 1 in Fig.[I] The open branches
of this tableau correspond to new knowledge derived by Hyper. We use this new knowledge to select new
clauses from the large background knowledge. In order to allow for some creative variation, we include
ConceptNet [S] into this step by looking up some entities which are related to some of the predicate
symbols in this set and selecting background knowledge for these entities as well. In addition to that, we
bridge vocabularies as described in [4]. This new background knowledge is then fed into Hyper together
with the freshly inferred knowledge. Hyper constructs a second model (number 2 in Fig.[I]), which again
contains open branches. The new knowledge in these open branches is again used to select appropriate
background knowledge. This process is repeated as long as desired. During the whole process, Hyper
is provided with different sets of clauses. Each of them representing the current focus of Hyper’s mind.
The process of searching for new background knowledge can be seen as a shift of his mind.

This proposal presents first ideas about incorporating aspects from consciousness research into auto-
mated reasoning. We are currently setting up the infrastructure for extensive experiments. Results will
be available until the workshop.
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Abstract. The talk will discuss the tactical prover TacticToe imple-
mented on top of the HOL4 interactive theorem prover. TacticToe learns
from human proofs which mathematical method is useful in a particular
proof situation. This knowledge is then used in a Monte Carlo tree search
algorithm that explores the most promising tactic-level proof paths. On
a single CPU, with a time limit of 60 seconds, TacticToe proves 66.4% of
7164 theorems in HOL4’s standard library whereas Eprover solves 34.5%.
The success rate rises to 69.0% by combining the results of TacticToe
and Eprover.
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Using Watchlists for Guiding ATPs on Mizar

The E automated theorem prover [8] has recently gained (thanks to Stephan Schulz) the abil-
ity to guide the selection of the given clauses by using the watchlist mechanism (also called
hints [10] in Prover9 [5]). This mechanism allows E to construct watchlists from lemmas par-
ticipating in the proofs of related problems to guide clause selection. The talk will discuss
several experiments with using this mechanism over the Mizard0/MPTP dataset [9]. Watch-
lists have proved essential in the AIM project [4] done with Prover9 for obtaining very long and
advanced proofs. Each inferred clause C' is checked for subsumption of the watchlist clauses.
If C' subsumes a watchlist clause W, then C is given higher priority, and W is removed from
the watchlist. One way to think of the watchlist of high-frequency clauses is as a toolkit of
mathematical tricks.

We experimented with mining watchlist clauses from 24702 proofs found by E on a bench-
mark of 57897 Mizar40 [2] problems.! The proofs were found by an evolutionarily optimized [1]
ensemble of 32 E strategies (our baseline), each run for 5 s. Fach strategy is specified as a
frequency-weighted combination of parametrized clause evaluation functions (CEF) combined
with a selection of inference rules. Below we show a simplified example strategy specifying
the term ordering KBO, and combining (with weights 2 and 4) two CEFs made up of weight
functions Clauseweight and FIFOWeight and priority functions DeferSOS and PreferProcessed.

-tKBO -H(2*Clauseweight (DeferSoS,20,9999,4) ,4*FIFOWeight (PreferProcessed))

Watchlist Selection

In AIM, using all previous proof lemmas as a watchlist is often a method that works. Problems in
large ITP libraries such as Mizar/MML [6] however differ much more than the AIM problems,
making it more likely for unrelated watchlist lemmas to mislead the proof search. We have
experimented with the following methods for watchlist creation:
1. Imitially, all 100,000+ clauses were used. This slows E down to 6 given clauses per second.
2. Watchlists were constructed on a per Mizar article basis. The size ranges from 0 to 4000.
3. We also order proof clauses by frequency and test watchlist sizes using one watchlist for
a strategy or on an article basis.
4. Last, k-NN learning is used to suggest useful clauses based on symbol and term-based
features [3], that is symbols, walks of length 2 on formula trees and common subterms
(with variables and skolem symbols equalized).

Using Watchlist in E Strategies

Watchlist subsumption defines a particular priority function [8] called PreferWatchlist, as-
signing weights to clauses. We test several ways how to use this priority function:

1. E prover has a default strategy evolved (genetically [7]) for watchlist use. (EVO)

*Supported by the ERC Consolidator grant no. 649043 AI4REASON.
I Precisely, we have used the small (bushy, re-proving) versions, but without ATP minimization.
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2. Add a CEF based on PreferWatchlist with high frequency to the 32 strategies. (uwl.n)
-H(n*6*Defaultweight (PreferWatchlist) ,2*Clauseweight (DeferSoS,20,9999,4),...)

3. Instead of Defaultweight in uwl_1, use the CEFs used in EVO. (uwl_evo)

4. Replace all priority functions in a strategy with PreferWatchlist. (pref)
-H(2*#Clauseweight (PreferWatchlist,20,9999,4) ,4+xFIFOWeight (PreferWatchlist))

5. Modify E to always prefer watchlist clauses and default to the given strategy. (uwl)

6. For all above strategies we add a “no-remove” option to keep the subsumed watchlist
clause in the watchlist, thus allowing its repeated subsumption with different clauses.

Watchlist Performance

Strategy | baseline  EVO uwl_evo pref uwl Size | pref02 pref28
02 14223 17419 16485 17822 14762 10 3275 2410
08 14498 16790 16286 15472 15089 100 3275 2279
09 11917 13758 13327 13852 12382 256 3287 2211
26 12504 16478 14807 14006 13056 512 3283 2180
28 12803 14580 14290 13115 12069 1000 3248 2211

total 21122 21948 22147 22477 21617 10000 2912 2212

Table 1: Left: results on the Mizar40 dataset (57897 problems) using per-article watchlists. The 5
greedily best strategies (in bold) cover 22725 (7.6% more) problems (we call this Greedy!). Right: Tests
of the watchlist size influence (ordered by frequency) on a random sample of 10000 problems using the
”no-remove” option. Pref28 uses per-article watchlists, and pref02 uses one common watchlist.

For testing, we use five greedily best E strategies covering 80% (21122) of the 24702 proofs.
Table 1 shows the first results. The watchlists are always constructed from the proofs found by
the baseline strategy. The 5 pref strategies prove together 1503 problems that the corresponding
5 baseline strategies don’t, and 514 problems on top of the 24702 found by all 32 baseline
strategies. The good performance of single watchlist strategies may however be also due to
memorization of the baseline proofs. For a fairer comparison of the individual strategies, we
create a random test set of 2000 problems and only construct watchlists from the proofs found
by baseline strategies on the remaining training set of 55897 problems, see Table 2.

baseline pref_baseline uwl pref greedyl greedy2
726 733 728 745 732 755
gain: 0.9% 0.2% 2.6% 0.8% 1%

Table 2: Test performance of the 5 strategies and their gain over the baseline. Pref_baseline is pref run
with empty watchlist. Greedy! is the 5-cover found in Table 1, and greedy2 is the new greedy 5-cover.

The individual performance becomes more realistic: greedy! falls from 7.6% to under 1%.
Pref is 2.6% better than the baseline, and 1.6% better than itself without any watchlist. The
Greedy2 cover includes pref02, pref-baseline09, baseline26, EVO26, and baseline28 strategy.
Surprisingly, pref-baseline performs better than the baseline. This means that the weight func-
tions in CEFs often perform better without the priority function input.

Altogether, the watchlist feature helps E prove at least 4% more of the Mizar40 problems
than the baseline ensemble. Inspection of some of the watchlist-based proofs shows that some
are completely new, extending the set of 32524 ATP proofs found with high time limits in [2].
An example is BCTALG_4:442 where a nontrivial 30-line Mizar proof is obtained by E using 23
axioms, 200 proof steps and 7067 given clause loops. Experiments suggest the watchlist can
both guide and distract E, so a schedule may include both watchlist and no-watchlist runs.
Consecutive runs also seem feasible. Frequency sorted smaller watchlists appear to significantly
help. More work has to be done on the best way to learn from prior proofs with the watchlist.

2http://grid0l.ciirc.cvut.cz/~mptp/7.13.01_4.181.1147/html/bcialg_4.html#T44
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Abstract

Monte Carlo Tree Search (MCTS) is a technique to guide search in a large decision space by taking
random samples and evaluating their outcome. Frequently, MCTS is employed together with reward
heuristics learnt by neural networks. The talk will propose a guidance mechanism for SMT solvers
based on a combination of MCTS and neural networks.

Machine learning methods gain importance in automated reasoning. A particularly strong
trend are neural networks, having produced state-of-the-art results for premise selection
[WTWDI7, ISAT16]. Outside of automated reasoning, neural networks have been combined
with Monte Carlo Tree Search, treating problems as diverse as finding good strategies to play the
game of Go [SHM™16] and planning of chemical syntheses [SKTWI7, [SPWT17]. In automated
reasoning, Monte Carlo Tree Search (MCTS) has been applied to first-order automated theorem
proving, using hand-crafted heuristics instead of neural networks [FKUI7]. We propose a
combination of Monte Carlo Tree Search and neural networks to guide the search performed by
an SMT solver.

We are exploring the idea of such guidance in the Psyche platform [GL13], which offers a
modular architecture for theorem proving. It implements an adaptation, to automated reasoning
in general and to SMT solving in particular, of the LCF architecture [Mil79, [GMW79].

LCF is mostly used in Interactive Theorem Proving and is particualrly widely implemented
in the proof assistants of the HOL family, such as the HOL system [HOL], Isabelle [Isa], etc.
The LCF architecture allows theorem proving strategies to be programmable, while guaranteeing
the correctness of any claim that a formula is provable. The architecture’s kernel component
offers an API whose primitives implement basic reasoning inferences, and strategies can be
programmed on top of the kernel via the API. The claims of provability are then necessarily
correct-by-construction, assuming the correctness of the kernel, but regardless of any potential
defects in the design or in the implementation of strategies (or in the user’s input, for the case
of Interactive Theorem Proving).

Psyche embraces this paradigm and, in the case of SMT solving, relates to a position
paper by de Moura and Passmore, entitled “The strategy challenge in SMT solving” [dMP13],
which promoted the programmability of strategies as compositions of basic reasoning tasks,
explicitly referring to the LCF paradigm. This approach opens up the possibilities of extensively
experimenting with various strategies, whether they be handcrafted or machine-learned, while
never jeopardising the correctness of the solver’s output. Guiding the search by techniques
such as MCTS and neural networks can be envisaged more easily in provers whose architecture
implements this approach. Psyche’s architecture does so at a rather fine-grained level, separating
the code that implements reasoning inferences from the code that implements search strategies.
More precisely, the CDSAT branch of Psyche [CDS|] implements the Conflict-Driven Satisfiability
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framework [BGS17, [BGLS18|, which lifts from Boolean logic to generic theory combination the
conflict-driven clause learning (CDCL) algorithm used in pure SAT-solving:

Given an input SMT problem, the search space explored by Psyche/ CDSAT cousists of states
that describe specifications for a desired model of the input problem. The mowves or actions
that can be made from such a state consist of assigning a value to a term or a literal, thereby
specifying the model further, until the existence or non-existence of a model satisfying those
specifications is manifest. In the former case, the input problem is concluded to be SAT. The
latter case represents a conflict, which is analysed so that a lemma can be learnt explaining
the reason for the conflict. Some of the assignments are reverted so that another area of the
search space can be explored, taking into account the learnt lemmas. If and when these lemmas
conclude that no model will be found in the entire search space, the problem is concluded to
be UNSAT. Psyche/CDSAT is modular in the collection of agents that contribute background
knowledge about different theories such as propositional logic and linear arithmetic. These
agents offer for each state a range of possible moves, e.g. assigning a truth value to a literal
or a rational value to a rational variable, and apply theory-specific inference rules in order to
compute consequences of such assignments and detect conflicts.

We propose to apply MCTS guidance for applying moves, which requires a transition
probability heuristic for the moves available from a state, and a reward heuristic for states. The
former quickly orients the search towards the next states to look at, while the latter, possibly
more costly to compute but called less often, contributes to maintaining and updating reward
scores for states. These scores are then used to determine whether the search should explore
more deeply an area of the search space or whether it should jump to another area. A specificity
of satisfiabilty solving, when expressed as a tree-search problem, is that there are two kinds of
conclusions, namely SAT and UNSAT, which may impact what the MCTS heuristics try to
achieve, particularly with respect to the exploitation/exploration balance of an MCTS search.

We are investigating the use, for transition probabilities, of existing theory-agnostic heuristics
for choosing assignments, usually based on the activity score of terms and literals. Those that
have often participated to recent conflicts have a high activity [MMZ"01] and will be picked
with higher probability. This encourages exploitation, triggering the use of recently used lemmas
and possibly combining them into a proof of UNSAT.

We propose on the other hand to use, for the reward heuristic, an estimation of proximity
between the state to be evaluated and a SAT state / model. This estimation lends itself to
being learnt by a neural network, trained on previously completed runs. We propose to trigger
this evaluation for conflict states, which comprise a trail of assignments, the lemma it generates,
and previous lemmas present at the time of conflict. All of these need to be embedded to a
feature vector that is tractable by a neural network, using similar methods as [WIWDI7] or
[JULT). Training data for the neural network can be generated by feeding actual SAT states
to it, labelling them with maximal reward, as well as feeding it conflict states, labelling them
e.g. with the Hamming distance between the conflict state and the actual SAT state.

One of the reasons why we believe that Psyche lends itself to this approach is that the basic
inferences and the search space are well-identified. Moreover, the prover’s states are persistent
data-structures, inherited from the functional programming nature of the LCF approach, which
should simplify the recording of the states’ rewards and allow quick state switches during
exploration.

At the moment, two components of the proposed approach have been integrated to Psy-
che/CDSAT, which is written in OCaml. First, the OCaml code for MCTS, which was originally
developed for connection tableaux [FKUIL7], but which is sufficiently modular to be applicable
to other tree search problems. Second, the OCaml bindings for TensorFlow, which can train
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and apply a neural net directly in Psyche. What is left to do before evaluating the approach
with benchmarks is to encode the feature extraction and organise the training on a suitable set
of examples.
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LET’S MAKE SET THEORY GREAT AGAIN!
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Abstract. Although set theory has long been regarded as the "stan-
dard" foundation for mathematics, it’s somewhat underrepresented in
current activities in the formalization of mathematics. I’ll be discussing
how this situation came about and then suggest that it’s time to take
another look at set theory as a foundation. T'll talk a bit about how
set theory, particularly with a few natural conventions, can give quite
a clean and direct formalization of much of elementary mathematics, in
particular aspects that are difficult or ugly in type theory like subtypes
and notions of "undefined". On the other hand T’ll also discuss some of
the possible problems. The link to AITP topics is tenuous but real: I
believe that set theoretic foundations can have a decluttering effect that
makes the correspondence with everyday mathematics more direct and
hence more susceptible to learning.
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Abstract

Automation of popular interactive theorem provers like Coq has become a hot topic,
due to the growing number and size of verification projects such provers accommodate.
Several automation tools for Coq have been suggested, from advanced tactics like Crush,
to SMT-solving solutions like SMT-Coq and Hammer for Coq. In this talk, we will present a
complementary set of automation methods for Coq, based on discovery of proof similarities
and common proof patterns in the code.

Extended Abstract

The problem of automating (or aiding) Coq proof construction is as old as Coq itself. Ltac
tactic language is by a wide margin the most popular Coq automation tool to date. Over the
years it hosted a range of impressive extensions like e.g. SSReflect [6] and Crush [3]. Neither
of these extensions is “Al based”, i.e. neither uses automated reasoning or machine learning.
Seeing the succes of Isabelle/HOL in AI based automation [2], it is not unreasonable to predict
that incorportaion of some kinds of AI based tools in Coq may aid to further automate some
aspects of proof development. The main two questions are: (1) what kinds of AI tools? and
(2) which aspects of proof development? Very often, the answer to question (1) determines the
answer to question (2).

For example, one answer to question (1) is to encorporate powerful SMT solvers into Coq,
thus aiming for automation of Coq proofs that correspond to the first-order theory of the
underlying SMT solver. For the phase of translation of proofs from the language of the SMT-
solver back to Coq, two engineering solutions are possible. Hammers for Coq [4] approach
suggests to use the “Hammer” methods [2] also employed in Isabelle and HOL, i.e. to reconstruct
the Ltac tactics from SMT proof traces. SMT-Coq [5] approach uses the small scale reflection
to reflect the proofs generated by the SMT-solver back into Coq’s language.

In this talk, we will propose an alternative answer to the questions (1) and (2). We propose to
use a method of statistical pattern-recognition to detect structural similarities among Coq proofs
and definitions. It has been implemented in ML4PG (Machine-Learning for Proof General) [10,
8]. ML4PG performs a structural analysis of all Coq objects in the given libraries, and discovers
their mutual dependencies and similarities. Based on the discovered patterns, it outputs small
sets (clusters) of similar proofs.

If a theorem of interest belongs to a certain cluster, other lemmas and theorems in that
cluster are deemed to be structurally similar to it, and we can try to reconstruct an Ltac proof
script for a new theorem by analogy with the Ltac scripts of similar proofs in the cluster. Unlike
the SMT-based tools, this method will not be restricted to first-order fragment of Coq proofs,
and it will work similarly for SSReflect or plain Coq proofs. But this method will be limited by

*A.Hill is funded by an EPSRC DTA grant.
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the power of the analogical argument. For example, a new theorem may not be provable by
analogy with any other existing theorem, or the analogy may run deeper than any Ltac tactic
combination we may generate. The recent preliminary results [11] showed a big variation in
success of the analogical method, depending on the libraries, ranging from 94% in HoTT Path
library [1], and dropping to 36% in the standard SSReflect library.

In this talk, we will give a detailed experimental study of the power and limitations of the
analogical proof reconstruction in Coq setting. We will show four new prototype tools that
explore the analogies arising from structural similarities of proofs in four different ways, some
involving heuristics such as the automata generation of SEPTA [7]. We compare the performance
of these four new analogical methods on SSReflect, CompCert [12], and CoqHoTT libraries.

A similar study of proof automation by analogy has been done in ACL2 [9].
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1 ENIGMA: Efficient Learning of Given Clause Guidance

State-of-the-art saturation-based automated theorem provers (ATPs) for first-order logic (FOL),
such as E [9], are today’s most advanced tools for general reasoning across a variety of mathe-
matical and scientific domains. Many ATPs employ the given clause algorithm, translating the
input FOL problem T'U {—C?} into a refutationally equivalent set of clauses. The search for a
contradiction is performed maintaining sets of processed (P) and unprocessed (U) clauses. The
algorithm repeatedly selects a given clause g from U, extends U with all clauses inferred with
g and P, and moves g to P. This process continues until a contradiction is found, U becomes
empty, or a resource limit is reached. The search space of this loop grows quickly and it is a
well-known fact that the selection of the right given clause is crucial for success.

ENIGMA [5] is an efficient learning-based method for guiding clause selection in saturation-
based ATPs. ENIGMA is based on a simple but fast logistic regression algorithm effectively
implemented by the LIBLINEAR open source library [4]. In order to employ logistic regression,
first-order clauses need to be translated to fixed-length numeric feature vectors. ENIGMA
uses (top-down-)oriented term-tree walks of length 3 as features. For example, a unit clause
“P(f(a,b))” contains only features “(P, f,a)” and “(P, f,b)” (see [5, Sec. 3.2] for details).
Features are numbered and a clause C' is translated to the feature vector ®~ whose i-th member
counts the number of occurrences of the i-th feature in clause C. In practice, we also count
top-level literal symbols (positive or negative) and we unify variables and Skolem symbols

In order to train an ENIGMA predictor, all the given clauses from a set of previous successful
proof searches are collected. The given clauses used in the proofs are classified as positive and
the remaining given clauses as negative. The clauses are turned into feature vectors and a
LIBLINEAR classifier is trained based on this classification, classifying a clause as useful or
un-useful for the proof search. The predictor is used to guide next proof searches in combination
with other E heuristics. Thanks to the fast feature extraction mechanism and the fast (linear)
evaluation of the features in a particular learned model, there is no slowdown of the given
clause loop. In fact, ENIGMA is faster than some of the more advanced hand-programmed
E evaluation heuristics [6]. The training speed allows fast MaLARea-style [12] iterative loop
between ATP proving and re-learning [5, Sec. 5.1].

2 Enhancements

The talk will present several ENIGMA improvements and experiments. First, ENIGMA was
previously tested only on the CASC 2016 AIM benchmark [11] which contains only about 10
different symbols. Using a dense encoding yields feature vectors (and corresponding ENIGMA
models) of size 103. Such exhaustive enumeration of feature vectors gets too big with larger
symbol signatures. It however turns out that the term-tree walks features are relatively sparse:
symbols are typically applied only to a small number of other symbols. Hence we switch
to a sparse encoding, using only the features which actually appear in the training data. This

*Supported by the ERC Consolidator grant no. 649043 AI/REASON.
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AIM || train accuracy | 10-fold cross-val MZR || train accuracy | 10-fold cross-val
data || noconj conj | noconj conj data || noconj conj | noconj conj

simple 84.7 84.6 84.6 84.5 simple 922  95.0 90.8 93.9
50-50 76.3  78.0 76.3 77.8 50-50 89.2 919 88.8 91.5

Table 1: ENIGMA training and 10-fold cross-validation accuracies (MZR and AIM) (Sec. 3).

significantly reduces the feature vector sizes while preserving the predicting accuracy. This alone
allows us to test ENIGMA on ITP-based benchmarks. An even larger step in this direction
is the use of fast dimension-reduction methods. So far we have efficiently built SVD into E
and are planning to extend this to state-of-the-art fast SVD-based methods that have recently
shown very good performance [8, 2] compared to (slower) neural embeddings.

Second, for AIM we initially did not consider conjectures to be a part of the model. Hence
the same clauses were being recommended in every possible AIM proof search. This can work
(similarly to the hint method [13]) on benchmarks of very related problems (such as AIM), but
hardly on large ITP-based formal libraries, which are much more heterogeneous. To overcome
this, we embed the conjecture features in the feature vectors. For a clause C, instead of using
the vector ®¢ of length n, we use a vector (®¢, @) of length 2n where & contains the features
of the conjecture G. For a training clause C, G corresponds to the conjecture of the proof search
where C' was selected as a given clause. When classifying a clause C' during the proof search,
G corresponds to the conjecture currently being proved.

3 Experimental Evaluation

Standard ENIGMA predictors were previously evaluated with a single E strategy on the CASC
2016 AIM benchmark [11]. This was extended to 11 good E strategies [7] and we additionally
evaluate on the CASC 2012 MZR benchmark [10] based on the Mizar MPTP2078 [1] dataset.
Both of these benchmarks provide around 1000 training problems. The MZR problems contain
altogether around 500 different symbols (compared to 10 in AIM), which are used consistently
across different problems. This is crucial for the current symbol-based ENIGMA.!

The original (non-conjecture - noconj) and conjecture-enhanced (conj) predictor accuracies
are presented in Table 1 both for simple (unbalanced) data and for the 50-50 data with the
positive examples boosted to 50%. The 11 E prover strategies are used to generate the training
data and to build 11 different predictors. We measure the training accuracy where the predictor
is tested on the training data, and the standard 10-fold cross-validation accuracy, where the
data are divided into 10 subsets (folds) with 9 folds used for training and one fold left aside for
evaluation. The results are averaged across the 11 E strategies.

The differences between the training and 10-fold cross-validation accuracies are minimal.
This shows that the relatively simple learner is not overfitting. As expected, adding the conjec-
ture features helps on the MZR data and less on AIM. This is likely because the AIM problems
have more similar conjectures. The training data contain hundreds of thousands clauses (around
110000 on average) and the training times are in seconds (from 5 to 20 on Intel 2.30GHz). The
feature vector sizes vary from 60 to 130 on AIM and from 2300 to 22000 on MZR. A proper
ATP evaluation on MZR is however still future work. It seems that the learned classifiers
still underperform on positive examples. A promising approach is adaptive boosting when we
iteratively build a predictor and boost misclassified positive samples.

THowever, this is already less crucial with the SVD-based embeddings, which generalize over the features [3].
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Abstract. The talk will introduce and discuss QBF (Quantified Boolean
Formulas) solving and some machine learning methods for solving QBF
problems. We will also discuss their extensions to the EPR class and
finite model finding.
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1 Introduction: Guiding leanCoP

The talk will describe our initial work on setting up reinforcement learning (RL) experiments
for guiding the leanCoP prover. leanCoP [OB03] is an automated theorem prover (ATP) im-
plementing connected tableau search with iterative deepening, written very economically in
Prolog by Otten. Given the very compact implementation, leanCoP’s performance is surpris-
ingly high, regularly outperforming much larger ATPs such as Metis and even Prover9 in the
CASC competition and in particular on problems coming from large formal libraries [KUV15a].
This has already led to several experiments with using machine learning (ML) methods for
guiding leanCoP’s proof search. In particular, MaLeCoP [UVv11] and FEMalLeCoP [KU15a] are
guiding the choice of the extension clause/step by a naive Bayes classifier trained on a large
number of pairs of previous proof states and proof steps. The states (current path) and steps
(clauses) are characterized using custom term-based features [KUV15b]. First experiments have
also been done with Monte Carlo guidance [FKU17] of leanCoP. Here we continue this work in
several ways:
e Use of state-of-the-art ML methods. We want to use more advanced ML methods such
as gradient boosted trees (e.g. XGBoost [CG16]) and deep neural networks.
o We export leanCoP as a Python interface usable with more advanced ML/RL methods
and tools.
o We do first experiments with the more advanced ML methods using this interface.

2 Exporting leanCoP as a Python Interface

We start with leanCoP’s OCaml reimplementation [KUV15a], extended by the feature extrac-
tion and advising mechanisms used in FEMaLeCoP. Part of the OCaml code is exported in
C, and compiled as a shared library loadable from Python. The exported functions include
cop_start (filename) and cop_action(length, array). cop_start takes a problem, clausi-
fies it, initializes the prover, and returns the initial state with a list of possible actions (clauses).
cop_action takes a re-ordering (ranking) of the actions (typically provided by the trained clas-
sifier), applies the best to the current proof state, and returns the next proof state and its
possible actions. The states and possible clauses can be printed in different formats, either as
strings, or as lists of standard symbol and term-based features, or as lists of integers encoding
the prefix notation introduced in [KCS17] and used by several neural approaches. If a proof is
found, it can be printed as a sequence of positive and negative examples. The positive examples
are pairs of (proof_state,clause) that are steps in the final proof. Negative examples are
obtained as alternatives (proof_state,clause) to the positive examples, where clause was
applicable to proof_state, but this step did not participate in the final proof.

The communication overhead introduced by the API is small, as witnessed by the inference
speed of about 50,000 inferences per second on selected MPTP problems. The API is very
simple and one of our plans is to connect it to the OpenAl environment [BCP " 16]. This would
allow further experiments with various RL and supervised methods.



Page 38 of 68

Reinforcement Learning for leanCoP Kaliszyk, Michalewski, Mitos, Olgak, Urban
750
F00
700
600
650
500
GO0 400
550 00
500 200
times in seconds from O to 7200 times in seconds from 0 to 7200

Figure 1: Naive Bayes-guided PyCoP progress over time (left) and XGBoost-guided Py-
CoP progress over time (right)

3 First Experiments

We experiment with the large Mizar40 [KU15¢] dataset of ATP-provable (and ATP-minimized)
31250 MPTP [Urb06] problems.! We also use a smaller dataset of the 2078 MPTP2078 [AHK " 14]
Mizar bushy problems.? Unguided Python-based leanCoP (PyCoP) solves 11402 of the 31250
Mizar40 problems with a 10 s time limit.

In the first experiment we test the accuracy of our tree-RNN classifier® on the positive /nega-
tive examples extracted (in the prefix representation) from the 11402 proofs found by unguided
PyCoP. The results of the experiment are available online.® After 15 epochs, the training
accuracy reaches 97.3% and the validation accuracy is about 87.1%.

We also experiment with XGBoost using the standard feature-based representation of the
data. XGBoost is a high-performance implementation of a tree-based classifier which typically
performs well on large sparse datasets like ours with millions of features. Figure 1 compares on
the MPTP2078 benchmark the performance of XGBoost-guided PyCoP with PyCoP guided by
the naive Bayes classifier developed in [KU15b]. The naive Bayes version so far outperforms
the XGBoost version, however the XGBoost guidance is approximately 30 times slower, making
about 30-times less steps in the same time. We can also see that XGBoost can still prove new
theorems with higher time limits. With appropriate ensembling, XGBoost-guided PyCoP proves
777 MPTP2078 theorems, which seems to be the current record in the 2-hour timeout heavy-
weight leanCoP category (PyCoP guided by naive Bayes proves 720 theorems).

Finally, we have done first tests of a simple (Monte Carlo) unsupervised reinforcement
learning setting using the full Mizar40 dataset and our tree-RNN classifier. So far we only
allow 50 PyCoP steps guided by the (Monte-Carlo modified) RNN evaluation, which can get
only very simple proofs in the iterative deepening approach used by leanCoP. After a single
pass and learning from the feedback, the system solves about 5% of the problems compared to
2.5-3% when unguided.

Ihttps://github.com/JUrban/deepmath

?https://github. com/JUrban/MPTP2078
Shttps://github.com/mirefek/HolStep-Tree
4http://atrey.karlin.mff.cuni.cz/ mirecek/fm/pycop_supervised.log
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Abstract

One of the main goals of the Mizar project has been to create a formal
system that would be attractive for mathematicians. Various developed features
have therefore became an inspiration for extensions and improvements in other
systems. At the same time, the architecture of Mizar has not been flexible
enough to accommodate the solutions developed in other systems. In this talk
we present a combination of the Isabelle — a modern logical framework — with a
Mizar object logic and argue that it can serve as an attractive environment for
formal mathematics. Indeed, the Mizar foundations are a variant of set theory,
which is familiar for mathematicians. Its proof style does correspond to natural
proofs. And the type system was designed to correspond to how mathematicians
classify objects. We will finally discuss the various mechanisms that allow for
grater usability for mathematical statements and proofs.

The Mizar project [1] from its beginning aimed to make a system for human readable formal-
ization of mathematics. Many aspects distinguish it from other proof assistants. Its proof style
imitates informal mathematical proofs. Its type system tries to express how mathematicians
use and categorize mathematical objects. Combining these two features provide a more intu-
itive environment for formalized mathematics than other systems [8]. Furthermore, formalized
Mizar results have been gathered in the Mizar Mathematical Library (MML). Its focus is on
mathematical results, which makes it complementary to the libraries of various other proof
assistants, including results that have not been formalized in other systems, such as the theory
of lattices, topological manifolds, and random access Turing machines.

In this talk we will present a combination of a modern logical framework — Isabelle — with
the foundations and the proof style of Mizar and discuss the usability of the resulting proof
environment for the development of formal mathematical abstracts. Our Mizar emulator [7]
created in the Isabelle logical framework provides selected constructs from the Mizar language
[5]. We imitate the type system including intersection types and structures [6], as well as
higher-order concepts, such as set comprehensions and schemes [4].

We will argue that the environment is more convenient for stating and formalizing formal
mathematical statements. It is possible to naturally state mathematical object classifications,
for example: X is n-dimensional topological-manifold is a compact Mizar-like statement that is
clear to a mathematician, but stating it in many systems would require unnatural construc-
tions. We show that it will be possible import and cross-verify the whole MML with all its
mathematical results. We will present various manually re-formalized Mizar theorems including
results from set theory, algebra and random access Turing machines. We will also discuss the
Mizar level of human readability.

We discuss our foundations of the Mizar system as an object logic in the Isabelle logical
framework, especially the number of needed constants and axioms. Then we focus on faithful

*The paper has been financed by the resources of the Polish National Science Centre granted by decision no
DEC-2015/19/D/ST6,/01473
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imitation the Mizar definitional mechanisms. We show adequate mechanisms for each kind
of these definition including the Mizar structures that allows multiple inhabitance. Finally
we show also an experimental mechanism that provides selected Mizar type information in
justifications of proof steps.

Various extensions of other proof assistants that imitate the Mizar language have been
proposed. Examples include the Mizar Mode for HOL [11] and the Isar language for Isabelle [10].
These are however limited to a few rules the Jaskowski natural deduction style [3], and omit
other crucial parts of mathematical text, such as Mizar definitions of more complex objects that
require Mizar-style justification of correctness. Similarly, there have been a number of attempts
to translate the Mizar logic to various other formalisms. Urban [9] exported the MML to the
TPTP first-order language, and with Brown this was extended to higher-order logic [2]. Such
approaches try to preserve the semantics of Mizar, however do not preserve any of the user
commands or notations. In consequence such translations significantly reduce proof readability,
so important for formal proof abstracts.
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Principia Logico-Metaphysica (PLM) [14] aims at a foundational logical theory for meta-
physics, mathematics and the sciences. It contains a canonical presentation of Abstract Object
Theory (AOT) [15, 16], which distinguishes between abstract and ordinary objects, in the tra-
dition of the work of Mally [7]. The theory systematizes two fundamental kinds of predication:
classical exemplification for ordinary and abstract objects, and encoding for abstract objects.
The latter is a new kind of predication that provides AOT with expressive power beyond that
of quantified second-order modal logic, and this enables elegant formalizations of various meta-
physical objects, including the objects presupposed by mathematics and the sciences. More
generally, the system offers a universal logical theory that may have a greater capability of
accurately representing the contents of human thought than other foundational systems.

Independently, the use of shallow semantical embeddings (SSEs) of complex logical systems
in classical higher-order logic (HOL) has shown great potential as a metalogical approach to-
wards universal logical reasoning [1]. The SSE approach aims to unify logical reasoning by
using HOL as a universal metalogic. Only the distinctive primitives of a target logic are repre-
sented in the metalogic using their semantical definitions (hence the shallow embedding), while
the rest of the target system is captured by the existing infrastructure of HOL. For example,
quantified modal logic can be encoded by representing propositions as sets of possible worlds
and by representing the connectives, quantifiers, and modal operators as operations on those
sets. This way the world-dependency of Kripke-style semantics can be elegantly represented
in HOL. Utilizing the powerful options to handle and hide such definitions that are offered in
modern proof assistants such as Isabelle/HOL [10], a human-friendly mechanization of even
most challenging target logics, including the AOT, can thus be obtained.

AOT and the SSE approach are rather orthogonal. They have very different motivations
and come with fundamentally different foundational assumptions. AOT uses a hyperintensional
second-order modal logic, grounded on a relational type theory, as its foundation. It is in the
tradition of Russell and Whitehead’s Principia Mathematica [11, 8], which takes the notion of
relation as primitive and defines the notion of function in terms of relations. The metalogic
HOL in the SSE approach, by contrast, is fully extensional, and defined on top of a functional
type theory in the tradition of the work of Frege [6] and Church [4]. Tt takes the notion of
(fully extensional) function as primitive and defines the notion of relation in terms of functions.
These fundamentally different and, to some extent, antagonistic roots in turn impose different
requirements on the corresponding frameworks, in particular, with regard to the comprehension
principles that assert the existence of relations and functions. Devising a mapping between
the two formalisms has, unsurprisingly, been identified as a non-trivial, practical challenge by
Oppenheimer and Zalta [12].

The work reported here tackles this challenge. Further details can be found in Kirchner’s
M.A. thesis [9], where the SSE approach is utilized to mechanize and analyze AOT in HOL.
Kirchner constructed a shallow semantical embedding of the second-order modal fragment of
AOT in HOL, and this embedding was subsequently represented in the proof assistant system
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Isabelle/HOL. The proof assistant system enabled us to conduct experiments in the spirit of a
computational metaphysics, with fruitful results that have helped to advance the ideas of AOT.

The inspiration for Kirchner’s embedding comes from the model for AOT proposed by
Peter Aczel.! Kirchner also benefited from Benzmiiller’s initial attempts to embed AOT in Isa-
belle/HOL. An important goal of the research was to avoid artifactual theorems, i.e., theorems
that (a) are derivable on the basis of special facts about the Aczel model that was used to embed
AQOT in Isabelle/HOL, but (b) aren’t theorems of AOT. In previous applications of the SSE
approach, this issue didn’t arise. For example, in the context of the analysis of Gddel’s modal
ontological argument for the existence of God (cf. [2]), extensive results about the Kripke mod-
els were available a priori. But AOT is, in part, a body of theorems, and so care has been taken
not to derive artifactual theorems about the Aczel model that are not theorems of AOT itself.

This explains why the embedding of AOT in Isabelle/HOL involves several layers of abstrac-
tion. In the Aczel model of AOT that serves as a starting point, abstract objects are modeled
as sets of properties, where properties are themselves modeled as sets of urelements. Once the
axioms of AOT are derived from the shallow semantic embedding of AOT in HOL, a controlled
and suitably constricted logic layer is defined: by reconstructing the inference principles of AOT
in the system that derives the axioms of AOT, only the theorems of AOT become derivable. By
utilizing Isabelle/HOL’s sophisticated support tools for interactive and automated proof devel-
opment at this highest level of the embedding, it became straightforward to map the pen and
paper proofs of PLM into corresponding, intuitive, and user-friendly proofs in Isabelle/HOL.
In nearly all cases this mapping is roughly one-to-one, and in several cases the computer proofs
are even shorter. In other words, the de Bruijn factor [13] of this work is close to 1. In addi-
tion, the layered construction of the embedding has enabled a detailed, experimental analysis
in Isabelle/HOL of the underlying Aczel model and the semantical properties of AOT.

As an unexpected, but key result of this study, we discovered that if the classical logic for A-
expressions and definite descriptions is adjoined to AOT’s specially-formulated comprehension
principle for relations without taking any special precautions, a known paradox (‘the Clark-
Boolos paradox’ [5, 3]) that had been successfully put to rest is reintroduced.? Since the
complex terms add significant expressive and analytic power to AOT, and play a role in many
of its more interesting theorems, the re-emergence of the known paradox has become a new
paradox that has to be addressed. In the ongoing attempts to find an elegant formulation
of AOT that avoids the new paradox, the computational representation in Isabelle/HOL now
provides a testing infrastructure and serves as an invaluable aid for analyzing various conjectures
and hypothetical solutions to the problem. This illustrates the very idea of computational
metaphysics: humans and machines team up and split the tedious work in proportion to their
cognitive and computational strengths and competencies. And as intended, the results we
achieved reconfirm the practical relevance of the SSE approach to universal logical reasoning.

1An earlier model for the theory was proposed by Dana Scott. His model is equivalent to a special case of
an Aczel model with only one special urelement.
2The Clark-Boolos paradox of encoding arises if there are properties of the form [A3F (2 F &—~Fx] (encoding a
property that is not exemplified). If such properties were to exist, one could, by object comprehension, generate
an abstract that encodes such a property. And such an object would exemplify this property if and only if it
does not. To address the paradox, object theory disallows encoding subformulas in the matrix of A-expressions.
This paradox gets reintroduced, however, if care isn’t taken to disallow A-expressions with definite descriptions
from B-Conversion. Object theory considers the term [Ax Gizv)] as well-formed, even if ¢ contains encoding
subformulas, since these latter are not subformulas of the full matrix. So by choosing G to be a property that
is universally true (e.g., [Ay Vp(p — p)]) and ¢ as z=a A IF (zF A —~Fz), the result is a property that, by (-
Conversion, is extensionally equivalent to the property that led to the Clark-Boolos paradox. The restriction
on B-Conversion, which had been a part of earlier versions of object theory, was originally omitted from PLM,
though as we now know, at the peril of the system.
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Lean is a proof assistant being developed at Microsoft Research [3]. The system has been designed from
the beginning to support strong automation. It aims to eventually straddle the line between an interactive
theorem prover with powerful automation, and an automated theorem prover with a verified code base and
interactive mode. A distinguishing feature of Lean is its metaprogramming framework [4]. This framework
is designed to allow users to write their own complex tactics and programs with access to internal system
tools, without needing to touch a line of source code; these tactics and programs exist as part of and in-line
with theory developments.

There has been much recent interest in using Al-based methods for guiding proofs in ITP systems, and
the metaprogramming framework provides a natural way to investigate such methods in Lean. We have
taken preliminary steps toward implementing a relevance filter for heuristic lemma selection, as described in
[2]. The framework also allows connections to external programs. Using an established connection between
Lean and Mathematica [5], it is possible to apply Mathematica’s black-box machine learning tools for similar
purposes. This link is bi-directional, and from within Mathematica, we can use these tools to investigate the
Lean library as a repository of mathematics.

1 Metaprogramming in Lean

Lean is based on the Calculus of Inductive Constructions (CIC) [1]. Dependent type theory is a convenient
language for formalizing mathematical definitions, theorems, and proofs, but it is also a practical and effective
programming language. Alongside its trusted kernel, Lean implements a virtual machine for evaluating Lean
expressions. The VM uses many optimizations to allow for efficient computation: among others, it replaces
terms of type nat with machine integers and terms of type array « n with a native implementation of arrays,
allowing destructive updates when the reference counter for the array is 1 [4]. Declarations in Lean tagged
with the keyword meta are invisible to the kernel and used only for VM computations. For such declarations,
termination checking for recursive calls can be relaxed without making the non-meta language inconsistent.

A number of meta constants, including expr, tactic_state, and environment, are defined to reflect the
underlying implementations of these objects. When the VM evaluates terms that involve these constants,
it associates them with the actual underlying implementations. A tactic can then be thought of as a term
t : tactic_state — tactic_state; more generally, a tactic producing data has type tactic_state — « X
tactic_state. To invoke such a tactic on a particular goal, Lean constructs the corresponding tactic state
and evaluates t applied to this data.

2 A relevance filter, and beyond

Using this framework, we can write metaprograms that fold over a Lean environment — containing the types
and values of all declarations to a point — and produce data. We have followed [2, Section 4], adjusting for
differences between Coq and Lean expressions, to implement simple k-nearest-neighbors and sparse naive
Bayes classifiers to associate types with constants that are likely to appear in their proofs. Since the code is
implemented entirely in Lean, it is relatively easy to extend the feature and label sets.

This work is preliminary and is intended to be part of a future Lean hammer, but can already be used for
informative purposes. Our implementation extends the Lean VM to allow computation with native floats.
While the filter is relatively quick, it does not compare favorably to the more native implementation of the
CogHammer project. It is an interesting question whether, and how, we could avoid modifying the core VM,
and how we can more efficiently manage big-data computations in the metaprogramming framework.



Page 46 of 68

3 Linking Lean and Mathematica

The metaprogramming framework provides an interface from Lean to command-line and file IO. This allows
users to write tactics that communicate with external programs. In [5] and [6] we describe a bi-directional
interface for exchanging information between Lean and Mathematica. Through this interface, Lean tactics
can query Mathematica for information about Lean expressions — for example, to request the factored form
of a polynomial — and Mathematica can query Lean’s automation and proof library. The translation process
is generic and can be extended as part of theory development.

Mathematica includes a suite of machine learning tools that are designed to work for many applications
without configuration [7]. These tools could be used to implement a more powerful relevance filter than the
simple one described above, without the overhead of designing customized algorithms. This filter would be
accessible from Lean using the link described. These tools are also integrated with Mathematica’s functions
for classifying and displaying data. Following work on computing with arXiv papers, we plan to develop
techniques to explore and visualize the Lean library from within Mathematica.
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Extended Abstract

In our previous works we considered the value of information in games (usually in extensive
form or repeated) with respect to winning. It is clear that if the purpose is to win, the complete
knowledge of the opponent behavior is not necessary but some form of learning can be used as
a rule in order to develop a better strategy adapted to the behavior of an opponent.

We studied some situations where a quantitative answer is possible: (i) focusing on 2-
player Boolean games and relying on probabilistic methods [MDS18]! and (4i) focusing on the
construction of winning strategies (using hypothesis testing, which can be viewed as a form of
learning) [DSS12].

An interesting observation was that often the probability of existence of a winning strategy
grows very fast with respect to the quantity of information obtained by a player. For example
in the case of Boolean games, the probability of guaranteed win for the first player grows as fast
as 22", where s is the number of bits of information known on the second player’s strategies.

In some sense, the case of primitive recursive strategies is more interesting because the
recursive function cannot be identified by any finite number of its values, however in the class
of games that we considered, one player could win using a universal function for primitive
recursive functions and finite number of moves of its opponent. In other words, “complete”
learning would require an infinite amount of information, but finite information was sufficient
for winning.

In our present work we study certain game-theoretic models where an interplay between
winning and learning can create interesting cumulative effects.

Observation. Small changes in probabilistic parameters may have huge effects in cases of
o iterated events (queues);
e phase transitions;
e chain reactions;
e a positive feedback.

For example, consider a large population where all members play simultaneously a game
against some opponent that we may call Ignorance (for example, each plays some Boolean game
with a randomly selected formula of some class). Ignorance may always choose an optimal
strategy at his side, he has an unlimited computational power, however he does not know the
choices of the members of the population. Some of them still may win (they may even have a

*This work was partly supported by the FAGames project of LabEx CIMI.
LA preliminary version of our article is available online as an IRIT research report, cf. the following URL:
https://www.irit.fr/publis/ACADIE/IRIT-RR-2017-01-FR.pdf
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universal winning strategy in their personal game). Assume now that those who win pass to the
next level and at this level, may know in advance one bit of the strategies chosen by Ignorance
against themselves, and moreover, may help others, for example by telling their friends (defined
by some relation) one bit of the strategies that Ignorance plays against them. This will increase
their probability to win. The win will then let them pass to the next level, and so on.

We think that this approach may be interesting in the models of collective learning. In
particular, it could be applied to the modeling of distributed theorem proving, in order to gain
indications on how to coordinate efforts and better organize feedback. Also, we may try to
apply such an approach to model paradigm shifts.

The starting point of the reflection is the following model that we considered in [MDS18]:
two players A and B control a certain number of Boolean variables (A controls k bits
(a1,a2,...,ar) = a and B controls n — k bits (b1,ba,...,bp—r) = b). They play simultane-
ously a given game represented by a Boolean function F : 2F x 2"% — 2. Player A wins if
F(a,b) = true, otherwise player B wins. The game itself (function F') is assumed to be ran-
domly chosen among the whole class of Boolean functions with n variables, and we specifically
considered the case of Boolean functions generated by a Bernoulli scheme on Boolean vectors
with a parameter 0 < p < 1. We gave quantitative results regarding the probability that there
exists a winning strategy for player A in this model (assuming player A knows s > 0 bits of
information among the strategy (b1, ba,...,b,_x) of player B). These results were obtained
symbolically and formally proved in the Coq proof assistant.?

We would like to discuss possible generalizations of this model (e.g., regarding the choice
of the probability distribution, regarding the number of players, or regarding the kind of the
strategies...) that could fit our proposed approach to model cumulative effects in learning,
with the ultimate goal to obtain quantitative results that are amenable to formal proof.

Our approach strongly relies on game-theoretic notions but can also be related to the ACRE
learning problem (viz. adversarial classifier reverse engineering [LMO05]), which can itself be
viewed as an instance of supervised machine learning.

Beyond the interest on modeling learning scenarios, we believe that the combination of
formal verification techniques and openly discussed (probabilistic) models can move explainable
artificial intelligence forward, in the same way as Belle explains the need to combine logical and
statistical Al in his recent survey [Bell7].
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Abstract

In a joint work with many people, we have developed a computer system that solves
pre-university level math problems written in natural language. The system is comprised
of two parts. One is a language processing pipeline, which translates a math problem into
a logical formula. The other is a computer algebra system that derives an answer from
the translated problem. In the talk, I will mainly talk about the former part. The main
obstacle in the translation from a natural language into a logical language is the flexibility of
the natural language, which enables us to convey complex meaning in a concise expression
but makes the sentences highly ambiguous for a machine. I will explain how we combat
with it using both logical and statistical means. These two means work complementarily.
First, a statistical model provides a mechanism for selecting a plausible interpretation of a
genuinely ambiguous sentence although such a sentence is rare in a carefully written math
problem. Second, a statistical model works as a ‘mending tape,” which seals a crack in a
logical model of language. Third, a statistical model can be used as an (ad-hoc) heuristic
function during the search for the most plausible interpretation.
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If mathematical proof is a game, what are the
states and moves?
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Abstract. Alpha Zero has achieved dramatic success in Go, Chess and
Shogi using general deep RL and self-play. Alpha Zero applies a single
learning architecture to different states and moves. Intuitively, mathe-
matical proof is also a game. But what are the states and moves of proof?
This talk will argue that the states should be taken to be tableau-style
contexts. We propose a notion of context consisting of variable declara-
tions (let X be foo-space), assumptions (suppose Phi), goal declarations
(to show Phi ...), or focus declarations (consider e). Tableau-style proof
has always been motivated by its naturality — its similarity to human
argumentation. Alpha Zero invokes enormous computation in evaluating
states and proposing moves. This talk will also discuss how deep RL
might be applied to evaluating states and proposing moves in tableau-
style argumentation.
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Abstract
Conceptors are an approach to neuro-symbolic integration based on recurrent neural

networks. We develop a logic for neural conceptors that turns out to be fuzzy. Also, proof
support and theorem proving is discussed.

Neural networks have been successfully used for learning tasks [10], but they exhibit the
problem that the way they compute their output generally cannot be interpreted or explained
at a higher conceptual level [11]. The field of neuro-symbolic integration [1] addresses this
problem by combining neural networks with logical methods. However, most approaches in
the field (like e.g. logic tensor networks [5]) are localist, that is, predicates or other symbolic
items are represented in small sub-networks. This contrasts with the distributed representation
of knowledge in (deep learning) neural networks, which seems to be much more flexible and
powerful.

Jaeger’s conceptors [8, 9] provide such a distributed representation while simultaneously
providing logical operators and concept hierarchies that foster explainability. The basic idea
is to to take a recurrent neural network and not use it for learning through back-propagation,
but rather feed it with input signals, leading to a state space that can be captured as a certain
ellipsoid using a conceptor matrix. Conceptor matrices are positive semidefinite matrices with
singular values (which represent the lengths of the ellipsoid axes) ranging in [0,1].

In [9], Jaeger introduces and studies algebra of conceptors, providing the logical operations
“and”, “or” and “not” (which however satisfy only part of the laws of Boolean algebra) as
well as a scaling operation called aperture adaption, and an interpolation operation. A crucial
advantage of conceptors over ordinary neural networks is that using the algebra of conceptors,
training examples can easily be added to conceptors, without the need of re-training with
the whole sample. Moreover, the Lowner ordering on conceptor matrices expresses a concept
hierarchy. For reasoning about conceptors, two logics are introduced, an extrinsic and an
intrinsic one. Both logics are based on the conceptor algebra operations. The extrinsic logic
provides a first-order logic with atomic formulas based on the Lowner ordering. This leads to
two levels of Boolean operations: one within conceptor terms, and one within the first-order
logic. The intrinsic operation avoids this duplication by only working on conceptor terms and
comparing them with a fixed conceptor. In [9], Jaeger formalises both logics as institutions [6],
which are an abstract formalisation of the notion of logical system. Moreover, he states the
open problem of developing a proof calculus and theorem proving support for these logics.

We here argue that both of these logics are not completely adequate for reasoning about
conceptors, because they both can ultimately speak only about the Lowner ordering, i.e. crisp
statements that can be either true or false. We propose that a more promising approach is to
view conceptors as a kind of fuzzy sets. Indeed, their Boolean operators satisfy the (appropriate
generalisation of) T-norm and T-conorm laws, and form a (generalised) De Morgan Triplet
[12, 7]. This is remarkable, because conceptors have not been introduced as a neuro-fuzzy
approach (and note that neuro-fuzzy approaches generally are localist in the above sense, while
conceptors provide a global distributed representation of knowledge).
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We argue that an appropriate conceptor logic should not have crisp but fuzzy statements
as its atomic constituents:

e classification of an N-dimensional signal vector z by a N x N conceptor matrix C, yielding
the fuzzy truth value 27Cz/N (which can be seen as fuzzy set membership),

o a “fuzzy subset” relation C7; < Cy between conceptors.

Atomic formulas use conceptor terms formed with the same operations as in Jaeger’s logics.
On this basis, we develop a many-valued institution [3] for conceptors. A (fuzzy) first-order
logic on top of that can be obtained using general methods of defining fuzzy connectives and
quantifiers.

Reasoning in such a logic can be done using the algebraic and order-theoretic laws of concep-
tors. Theorem proving support can be obtained by a translation to first-order or higher-order
logic (giving approximation or exact capturing of the real numbers), as well as by using SMT
solving over the real numbers.

Fuzzy reasoning can be based on either crisp or graded consequence relations (see [4]). The
latter can capture fuzzy reasoning in a more fine-grained way. Future work will consider the
development of a graded proof calculus that directly captures graded consequence.
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Abstract

“Theorem proving is similar to the game of Go. So, we can probably improve our provers
using deep learning, like DeepMind built the super-human computer Go program, AlphaGo
[1].” Such optimism has been observed among participants of AITP2017. But is theorem
proving really similar to Go? In this paper, we first identify the similarities and differences
between them and then propose a system in which various provers keep competing against
each other and changing themselves until they prove conjectures provided by users.

1 The Game of Go and Theorem Proving

Formally defined rules [similarity]. Both the games of Go and theorem proving have
algorithms to evaluate the results. In the game of Go, one can judge the result of each game
when it is over by counting the stones and spaces for each player, and no ambiguity is left
in deciding the result of a game. In theorem proving, when one finds a proof, others can
systematically check if the alleged proof is a valid proof or not.

Expressive power of the system [difference]. Even though both systems are based on a
set of simple rules, the expressive power of these systems differ. Depending on the underlying
logics, a theorem proving task can involve advanced concepts such as abstraction, universal
quantification, existential quantification, and polymorphism, which Go scores cannot express
natively. This is especially true for more expressive logics such as classical higher-order logics
or variants of calculus of constructions, where stronger proof automation is needed.

Amount of available training data [difference]. Some theorem proving researchers boast
that they have large proof corpora. For example, the Isabelle community has the Archive of
Formal Proofs (AFPs) [2], consisting of more than 1.5 millions of lines of code and 100 thousands
lemmas. Unfortunately, even though these proof corpora are large for the small community of
theorem provers, they are small compared to the data deployed in other domains.

Preference towards small data [difference]. The size of the community is not the only
reason of small data available in the theorem proving community: logicians and mathematicians
have developed expressive logics to describe general ideas in a concise manner. Combined with
the trade-off between proof automation and expressive power of underlying logic, this is doubly
unfortunate: the more expressive logic we use, the less proof automation we have, but the more
expressive the logic is, the less training data we can expect, which makes it hard to improve
the proof automation for expressive logics using machine learning techniques.

Self-playability [similarity/difference]. One might suspect that large data are not neces-
sary to develop a powerful proof automation tool using machine learning. After all, DeepMind
has made AlphaGo Zero [3] stronger than any previous versions of AlphaGo via self-play with-
out using data from human games. Unfortunately, even though both Go and theorem proving
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are based on clearly defined rules, theorem proving is not a two-player game by default. In the
rest of this paper, we propose an approach to introducing self-playability to theorem proving.

2 The Design of Self-playable Games of Theorem Proving

One straightforward design of self-playable games of theorem proving is as follows: (1) prepare
a set of proof obligations from existing proof corpora, (2) let two competing provers try to prove
these proof obligations, (3) count how many obligations each prover discharges, (4) consider the
prover that solves more obligations as the winner, and the other one as the loser. We can use this
naive approach as a part of reinforcement learning or evolutionary computation to optimize our
provers for proof obligations that have already been proved. However, this approach is probably
not powerful enough to improve provers for conjectures that are significantly different from the
theorems in the training data

For example, let us assume that we enhance our prover, say P, via self-play using 100
theorems and their proofs in the AFPs. Since we already know how to prove these theorems,
we can improve P, so that P can prove all of the 100 theorems within a reasonable time-out.
However, when we try to improve P to discharge a new conjecture, say Goldbach’s conjecture, we
will find ourselves at a loss of training data: Currently, there is no known proofs of Goldbach’s
conjecture or auxiliary lemmas that are verified to be useful to prove Goldbach’s conjecture.

If we add Goldbach’s conjecture to the above dataset, the improvement via self-play would
saturate after producing a prover that can discharge the 100 theorems from the AFP but not
Goldbach’s conjecture: since the gap between the theorems from the AFPs and Goldbach’s
conjecture is too large, minor mutations to P’s variants cannot produce a useful observable
difference in the result of the game. What we need here is a mechanism to produce conjectures
that we can reasonably expect to be useful to prove our target conjecture (Goldbach’s conjecture
in this example) but not too difficult for our current prover P.

Therefore, we propose to treat conjecturing and proof search as one problem. Of course, we
cannot be 100% sure which conjecture is useful to train our prover for Goldbach’s conjecture,
since nobody has proved it yet. But if we consider a heuristic proof search as the exploration
of an and-or tree, we can estimate how important each node in the tree is from the search
heuristics of the prover. Furthermore, given a long time-out, we can expect that the prover can
discharge some of emerging subgoals, even if the prover cannot discharge the root-node, which
corresponds to the target conjecture (Goldbach’s conjecture, in this example).

Our idea is to use these proved subgoals to judge the competence of other versions of prover
P. First, we produce two versions of our prover P by mutation. Let us call them Pa and Pb,
respectively. Using the approach explained above, we let Pa produce a dataset Da and let Pb
produce Db. Now, we let Pb try to prove the theorems in Da, and let Pa try to prove the theorems
in Db. When Pa and Pb run out of time, we sum up the estimated values of theorems proved by
each prover (Pa, for example). Note that it was the opponent prover (Pb in this example) that
has decided the value of each theorem in each dataset (Db in this case) when finding proofs of
these subgoals for the first time. The prover that has gained more value is the winner of the
game, and the other is the loser. Then, we keep running this game by mutating the winner until
we produce a prover that can discharge the target conjecture. Since this process generates new
conjectures tagged with their estimated values from the target conjecture in each iteration, we
expect this approach continues producing conjectures useful to prove the target conjecture.

We are still in the early stage of the design. We might generalize this idea to n-player games
to avoid over-fitting. For the moment, we prefer the design of the game to be irrelevant to any
of underlying logics, ML algorithms for search heuristics, and mutation algorithms.
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Premise Selection as a Machine Learning Problem

The most efficient methods for premise selection are based on data-driven/machine-learning
approaches. Such methods work as follows. Let T be a set of theorems with their proofs. Let
C be a set of conjectures without proofs, each associated with a set of available premises that
can be used to prove them. Having this, we want to learn a (statistical) model from T', which
for each conjecture in ¢ € C will rank its available premises according to their relevance for
producing an ATP proof of ¢. Two different machine learning settings can be used for this task:

1. multilabel classification: we treat premises used in the proofs as opaque labels and we
create a model capable of labeling conjectures based on their features,

2. binary classification: here the aim of the learning model is to recognize pairwise-relevance
of the conjecture-premise pairs, i.e. to decide what is the chance of a premise being relevant
for proving the conjecture based on the features of both the conjecture and the premise.

Most of the machine learning methods for premise selection have so far used the first set-

ting [6, 5, 3]. This includes fast and robust machine learning algorithms such as naive Bayes
and K nearest neighbors (k-NN) capable of multilabel classification with many examples and
labels. This is needed for large formal libraries with many facts and proofs. There are however
several reasons why the second approach may be better:

1. Generality: in binary classification it is easier to estimate the relevance of conjecture-
premise pairs where the premise was so far unseen (i.e., not in the training data).

2. State-of-the-art ML algorithms are often capable of learning subtle aspects of compli-
cated problems based on the features. The multilabel approach trades the rich feature
representation of the premise for its opaque label.

3. Many state-of-the-art ML algorithms are binary classifiers or they struggle when perform-
ing multilabel classification for a large number of labels.

Recently, substantial work [2] has been done within the second setting. In particular, applying
deep learning to premise selection has improved state of the art in the field.

Premise Selection in Binary Setting with Multiple Proofs

The availibility of multiple ATP proofs makes premise selection different from conventional
machine learning applications. This may be important especially in the binary classification
setting. The ML algorithms for recognizing pairwise relevance of conjecture-premise pairs re-
quire good-quality data consisting of two (preferably balanced) classes of positive and negative
examples. But there is no conventional way how to construct such data. For every true conjec-
ture there are infinitely many proofs, based on many different sets of premises.

Consider the following frequent situation: a conjecture ¢ can be ATP-proved with two sets
of axioms: {p1,p2} and {ps,ps,ps}. Learning only from one of the examples as positives and
presenting the other as negative conjecture-premise pairs may considerably distort the learned
notion of a wuseful premise. This differs from our previous research done in the multilabel
setting [7], where using only one proof typically helped. In the multilabel setting negative data
are typically not used by fast ML algorithms such as naive Bayes and k-NN. They just aggregate
different positive examples into the final ranking. The talk will discuss our experiments that
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attempt to properly take into account multiple ATP proofs while training binary-classification
ML algorithms.

The following observations should be taken into account when designing the ML experi-
ments. The number of ATP proofs may be high and it is intractable to initially generate them
all. Also, some of the proofs are easier to find than other proofs by a particular ATP. And
some of the premises appear more often in the proofs of a given conjecture. This leads to a
MaLARea-style [9] feedback loop between the learner and an ATP, where we gradually learn
which conjecture-premise pairs are relevant for this particular ATP and which are not.

First Experiments Combining Binary Classification and ATP Feedback

We use the E prover as the underlying ATP and the XGBoost [4] system to learn pairwise-
relevance of conjecture-premise pairs. XGBoost implements a tree-based, gradient boosting ML
algorithm, which has proved efficient in many ML competitions. As a benchmark we use the
MPTP2078 [1] subset of MML. Our feedback loop between E [8] and XGBoost is as follows:
1. We split the ATP-provable (60s CPU limit) theorems into a training set and a test set.
Our initial data consists of theorems with their proofs. Initially, there is only one proof per
theorem. These are the positive examples in our initial training set. Negative examples
are constructed by choosing similar (in terms of feature similarity) examples not present
in the positive class. We train an initial classifier Cjy on such training data and set ¢ = 0.
2. We randomly choose a subset S of 10% of the theorems from the training data. For each
c € S we ask C; to rank the premises available for c.
E is run on the theorems in S with initial segments of the 1, 2, ..., 512 top-ranked premises.
4. The positive part of the training data set is updated with all pairs (¢, p) where ¢ € S and
p was a premise used in at least one proof we already know for c. The negative part is
updated with all pairs (¢, p) where ¢ € S and p was not used in any proof of ¢, and p was
ranked by C; at least at position 2 x N., where N, is the number of all premises used in
all known proofs for ¢. For each newly introduced training example, we randomly drop
an old example from training set.
5. We train classifier C;11 on the such updated training set.
6. We measure the ATP performance of C;41’s predictions on the test set.
7. We go back to step (2) and repeat the whole procedure for i = i+ 1 as long as new proofs
are found or the performance of the trained model improves on the test set.
For a comparison, we also simultaneously train another XGBoost model C,,,s: with the same
parameters but on the constant training set we created in the step 1. After each cycle we
compare the ATP-performance of the two models. Already the model trained in the first cycle
outperforms the model trained in the standard way and the difference increases up to 20 — 25th
cycle, see the table below, and the plot at http://bartoszpiotrowski.pl/plot-aitpl8.png.
In addition to several related ML/ATP Mal.ARea-style feedback loops, related work in-
cludes [2]. There, large improvement are obtained with negative mining done however without
interaction with an ATP. We believe that our setting has several advantages:
1. The machine learner learns on multiple proofs.
2. The frequency of premises appearing in these proofs has influence on the learning.
3. Evolving the data set throughout the training may help prevent overfitting.
4. Randomly dropping data might help to get rid of contradictory examples and gradually
evolve the classifier to optimally reflect pairwise relevance for a given ATP.

®

Cycle of training (i) 0 5 10 15 20 25
Model trained with ATP-negative-mining (C;) 44% 67% 70% 72% 73% 73%
Model trained on a constant dataset (Cconst)  44% 50% 51% 53% 53% 53%
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Dynamic strategy priority:
empower the strong and abandon the weak

Michael Rawson and Giles Reger
University of Manchester, Manchester, UK

Many modern automated theorem provers (e.g. CVC4! [1], E [8], iProver [2], Vampire [3])
rely on portfolio modes [7] utilising from tens to hundreds of distinct strategies, of which only
a few might solve a hard problem quickly. Typically, a portfolio of strategies has a pre-defined
order that the prover will execute the strategies in, running each until a strategy succeeds.
Portfolios are important as, in practice, there is no best strategy i.e. it is uncommon that two
hard problems are efficiently solvable by the same strategy. However, portfolio execution is not
without problems: selecting the optimal ordering and time allocation is hard in general [6], and
produces overly-rigid, brittle engineering when applied to specific domains, such as those found
in TPTP [9]. Moreover, for any particular problem, some lengthy strategies that are successful
on other problems are doomed to failure from the outset, but are left to run unchecked by the
prover, wasting time that could be spent on more productive strategies.

In this work we first demonstrate correlation between trends in dynamic properties of proof
search, and the success or failure of a strategy. We then utilise this to implement strategy
scheduling, prioritising those strategies most likely to succeed. This approach differs from
previous work [4,5,8] which attempts to predict successful strategies a priori from static features
of the input problem; instead we tip running strategies for success based on run-time features
and use this information to make scheduling decisions. Initial experiments on Vampire produce
a performant neural-network that achieves classification accuracy of 81% (£2%).

Obtaining and filtering Vampire execution data. Modifying Vampire to log execution
data for different strategies obtained from its primary portfolio mode? is straightforward, but
there are choices to be made along the way. First, which data sources are interesting? As a proof
of concept, we focus mostly on the numerical data (e.g. the number of generated clauses) that is
immediately available in the prover environment, but there is scope here for non-numeric and/or
derived data sources that could provide greater insight into the proof state. Data was logged
at a fixed interval of resolution steps — unfortunately, this does not necessarily correspond
to a fixed amount of time. Addressing this is left as future work. Overall, this methodology
produces extremely voluminous, irregular data. We chose to apply a rolling time average to
normalise/reduce trace size, then allow the neural net to do its own feature selection.

Identifying and predicting successful strategies. Being able to predict which strategies
are going to succeed, and which will fail (or exceed the time limit) at first seems unlikely.
However, it is known that the “slowly-growing search space” maxim, which states that strategies
which minimise the number of derived clauses over time are more likely to succeed, is an effective
heuristic for finding good strategies in saturation-based theorem proving [6]. Since the data
we use includes the number of derived clauses, among many other features, it appears more
plausible that a machine-learnt approach might work at least as well as the slow-growth heuristic

IWhilst SMT solvers are less reliant on heuristic strategies than saturation-based techniques, they still
typically employ various strategies, for example for quantifier instantiation.
2CASC-mode, a portfolio designed for the CASC competition [10].
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alone. We engineer a prediction algorithm that attempts to partition traces into “succeeding”
and “failing” classes using a simple neural network. Conveniently, these methods do not usually
produce a binary output, but instead some f(X) € [0, 1] which might be seen as the “level of
confidence” in success of the trace X. This success score can be used to apply an ordering to
executing strategies, allowing “smart” dynamic scheduling of strategies.

Smart scheduling for Vampire We show that this abstract predictor can be used in a
concrete implementation for the Vampire prover. In the modified prover, it is used to run
several strategies from Vampire’s portfolio in a time-slicing scheduler: at each slice, the most
promising strategies are run. The eventual aim is to improve Vampire’s overall performance, if
not in the number of total theorems proved (this will likely not change in this experiment — if
the entire strategy schedule runs and fails, it doesn’t matter which way it is ordered), but in the
time taken to prove problems. Current benchmark results indicate a 10% average improvement
in time, in exchange for losing some problems in the benchmark.

For this demonstration we focus on maximising the accuracy and efficiency of the predictor
(a perfect predictor would schedule the best strategy first, every time!), rather than tweaking
performance of the scheduler. As well as improvements to our prediction techniques, further
research might include designing scheduling algorithms which keep predictions as up-to-date
as possible, maximise processor utilisation, minimise memory usage/swapping, reduce context-
switching overhead, or even minimise calls to the predictor, and observing the effect on prover
performance.
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Implementation of Lambda-Free Higher-Order
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Abstract. In the last decades, first-order logic has emerged as a stan-
dard language for describing a large number of mathematical theories.
Many first-order automatic theorem provers have been developed. Higher-
order logic enables one to describe more theories and to describe some
theories more succinctly, but higher-order provers are much less mature
than their first-order counterparts. In this work, we extend the state-of-
the-art first-order prover E to lambda-free higher-order logic, resulting
in the new prover hoE. We devise generalizations of E’s indexing data
structures, as well as algorithms like matching and unification. General-
izations we give exhibit exactly the same behavior and time complexity
as the original E on first-order problems. Furthermore, experimentation
showed that on lambda-free higher-order problems, hoE is 20% faster on
average than E with the traditional encoding of higher-order terms.



Page 63 of 68

Disambiguating ProofWiki into Mizar: First Steps
Jifi Vyskoéi‘* Josef Urban*

Czech Technical University in Prague Czech Technical University in Prague

1 Autoformalization and ProofWiki

The talk will describe progress in the project of automatically formalizing informal mathematics
by using statistical parsing methods and large-theory automated reasoning. In the first part of
the talk we will summarize the overall autoformalization approach and its performance on the
ambiguated Flyspeck [3] and Mizar [2] corpora as recently described in [5] [6]. The second part
will present our initial adventures in the land of strictly informal mathematics: trying to align
and learn the translation between the informal ProofWiki and the formal Mizar corpora.

The ProofW ikﬂ project was started in 2008, aiming to provide an online platform for explain-
ing and editing mathematical knowledge, particularly proofs. Each ProofWiki page contains one
(proved) fact or definition. The pages use wiki formatting and MathJaxﬂ rendering of TEX. Con-
cepts, facts and proofs are presented in great detaiﬂ and they link to the facts and concepts that
they directly depend on. The language is informal but quite regular: our early exploration [7]
has shown that the top 100 generalized proof sentences cover about 50% of the corpus.

ProofWiki has no formal syntax or semantics and there is no formal checker/verifier. How-
ever, in the recent work of Bancerek done within the AI4AREASON project, ProofWiki has been
extended by 500 new definitions/theorems that are linked to their formal counterparts in the
Mizar library (MML). Our present goal is to develop methods for parsing and translating the
ProofWiki-style informal texts into formal Mizar-style parse trees. The formal parse trees can
then be typechecked [6], translated into first-order logic [10], and verified with large-theory ATP
methods for Mizar [4], providing semantic feedback to the statistical parsing methods.

2 Lexical Analyzer for Informal Mathematics and ProofWiki

For the earlier autoformalization experiments we have used a simple lexical analyzer based on
whitespace-separated tokens. This was sufficient, because the ambiguous texts were produced
by our informalization of the formal corpora using spaces as token separators.

ProofWiki and many informal math resources however typically combine TEX commands with
text without obvious token separators. Compared to ordinary English, which usually has simple
word separation, mathematicians often compose operators and arguments together, and they use
different separators in different situations. Sometimes they omit the operators altogether (e.g.
multiplication). This prevents us from using standard lexical analyzers developed by the Natural
Language Processing (NLP) community. In the talk, we will explain how we have modified our
CYK-based parser so that it can parse several possible tokenizations of all words in one pass.
Our experiments show that this does not significantly affect the efficiency of parsingE]

3 From ProofWiki to Mizar
Consider the following short exampld¥] of the ProofWiki-Mizar alignment:

*Funded by the ERC project no. 649043 — AI4AREASON.

"https://proofwiki.org

’https://www.mathjax.org/

3In particular, the proof style is very reminiscent of the Jaskowski-style natural deduction used by Mizar.
4The slowdown due to the modification measured on the informalized MML is 9%.
https://proofwiki.org/wiki/Singleton_is_Chain

6http ://www.mizar.org/version/current/html/orders_2.html#T8
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PW code Let $\left(S, \preceq\right)$ be an ordered set. Let $x \in S$. Then $\left\ x\right\$ is
a chain of $\left(S, \preceq\right)$.

PW display  Let (S, =) be an ordered set. Let « € S. Then {z} is a chain of (S, <).
Mizar for A being non empty reflexive RelStr for a being Element of A holds {a} is Chain of A

Mizar parse  (Bool for (Varlist (Set (Var A))) being (Type (@ListOfAdjectives (Adjective ($# nv2_struct_O
non (Attribute ($#nv2_struct_O empty)))) (Adjective (Attribute ($#nv3_orders_2 reflexive))))
($#n11_orders_2 RelStr)) (Bool for (Varlist (Set (Var a))) being (Type (@ListOfAdjectives)
($#nm1_struct_O Element) of (Set (Var A))) holds (Bool (Set ($#nk6_domain_1 {) (Set (Var a))
($#nk6_domain_1 })) is (Type (@ListOfAdjectives) ($#nm2_orders_2 Chain) of (Set (Var 4))))))

Parsing ProofWiki into a Mizar-like parse tree requires transformations of varied difficulty:
1. The ProofWiki chain can map directly to the Mizar-style subtree ($#nm2_orders_2
chain), possibly additionally aligning chain with Chain as synonyms.
2. The ProofWiki TEX text "\left\{ {x}\right\}" needs to be mapped to the Mizar-style
subtree (Set ($#nk6_domain_1 {) (Set (Var x)) ($#nk6_domain_1_part_1 })).
3. "ordered set" needs to be mapped to Mizar "non empty reflexive RelStr".
4. "Let...Then..." needs to be mapped to Mizar as "for...holds. . Etc.
(1) is just a new grammar rule that can be learned from the treebank The other examples how-
ever require more complex tree transformations that cannot be expressed as simple grammar
rules. As a general approach, we have introduced a grammar extension E] that allows evalua-
tion of arbitrary Lisp-like programs at nonterminal positions. This allows us to use our existing
PCFG infrastructure for CYK-like parsing with powerful ways of modifying already parsed parts
of the input. Following is an example of a subtree (and code) that performs the mapping (2):

(Set ("PW_TeX_Singleton@@@
(lambda (L LSB LB X RB R RSB)
(1ist (gtree ’$#nk6_domain_1 ’{) X (gtree ’$#nk6_domain_1_part_1 ’})))"
Mleft" M{" "{" (Set (Var "x")) "}" "\right" "\}" ))
When the whole subtree is parsed, the Lisp-like code in the nonterminal "PW_TeX_Singleton@@@. . ."
(in italics) is executed using its children/subtrees as arguments, resulting in the tree in (2).
We hope that in many cases, such Lisp-like programs will be semi-automatically learnable by
the following bootstrapping procedure:

1. The parser run on the corpus of ProofWiki texts will identify the parts of input that cannot
be parsed yet. This can be done by using a special low-probability nonterminal "UNKNOWN"
that propagates through most of the grammar rules, thus marking the failed fragments.

2. The failed fragments will be aligned with the corresponding Mizar subtrees.

. This yields a corpus of ProofWiki - Mizar pairs where the parsing fails so far.

4. This corpus can be mined for common frequent patterns by symbolic learning methods such
as genetic programming and inductive logic programming. Such methods can gradually
create a corpus of more and more advanced Lisp-like functions that build on each other
(also during the learning phase).

5. Some frequently occurring pairs will probably need transformations that are beyond the
means of the learning methods (at least initially). Having the statistics of such failed pairs
will however still be useful for focusing the human annotators on the bottlenecks.

6. As in the Flyspeck and Mizar experiments, the most probable parses will be subjected
to typechecking and large-theory ATP, using the whole Mizar library as a background
knowledge. We will try to use the (parsed) steps in the ProofWiki proofs as additional
lemmas useful for structuring the ATP work into smaller parts.

w

"Compared to some existing frameworks [8, ], our extension is lightweight and its integration of more advanced
probabilistic models (compared to [I]) has already been tested at large on the Flyspeck project [5].
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Formally checking the correctness of research-level mathematical proofs would inevitably
involve the formidable task of formalizing mathematics knowledge in existing literature. Cur-
rent formalization corpora however, despite many man-years of manual effort, barely capture
the majority of mathematical knowledge beyond undergraduate mathematics curriculum. The
abundance of raw mathematical literature freely available on the internet encourages a machine
learning approach to formalization. Deep learning [1], being the most effective form of ma-
chine learning at present, and having shown spectacular results in planning [2] and translation
tasks [3], should be helpful to advance research in theorem proving. However, despite initial
applications of deep learning in theorem proving [4, 5, 6, 7], we have not seen any application
that can directly leverage the abundance of natural language proofs.

Previous works trying to bridge the gap between informal and formal mathematics have
gradually drawn the conclusion that machine learning approach should be used [8]. Various
algorithms [9, 10] have been experimented with and training data sets have been extracted from
Flyspeck [11] and Mizar [12, 13] throughout the last three years. In this research project, we
will propose a set of deep learning enabled tools that gradually transform informal mathematics
into formal mathematics.

The transformation will consist of the following three main phases.

1. Syntactical Analysis Phase. After proper preprocessing, the first component will
conduct several phases of syntactic analysis to extract structural information from each
of the mathematical statements. In addition to texts, we will attempt to extract the
logical information embedded in formulas and eventually perhaps also in diagrams. As
proofs may omit details at advanced level, cross-document analysis between elementary
materials and advanced materials can be adopted to uncover details that are implicit
in sketchier proofs. The end result of the first component will be a more refined, more
explicit and more controlled natural language (or pseudo programming language) proof
that mimics the proof presentation format as proposed by Lamport [14].

2. Mapping Phase. In the second phase we will first attempt to obtain a crude mapping
by attaching formalized proofs to their corresponding informal proofs that have been
syntactically analyzed in the first phase. The structural similarity between the informal
and formal proofs will then be further exploited to obtain a more refined mapping. We will
then experiment with various methods so as to further refine this mapping until token-
level details can be put to correspondence. By the end of this refinement process we will
be able to obtain a collection of semantically-annotated and formally-correct proofs that
have complete information on informal-to-formal correspondence.

3. Generalization phase. The joining of the bridge will be the design of a deep reinforce-
ment learning architecture that can generalize the formalization correspondence from the
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above subset of semantically-annotated formally-correct proofs to all the other proofs
that have no formalized counterparts. The neural networks in this architecture may be
affected by overfitting when there is not enough training data, but it is notable that if a
formalization generated from the architecture is formally correct, then this formalization
can be used as training data to further train the neural networks. This positive feedback
loop can continue provided enough mathematical literature is fed into the architecture.

Our auto-formalization infrastructure will be able to generate formalized proofs for human-
proved theorems that have never been formally verified. We believe that the main focus of
deep learning applications to theorem proving should be in auto-formalization instead of proof
automation. Such a formalization infrastructure, if fully developed, can significantly increase
the amount of formalized mathematics and help to ensure the quality of research works done
by contemporary mathematicians.
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