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Recent Update in Formalized Mathematics
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What did we learn?

Importance of having a top-down approach where someone can state his problem statement
and it is then broken down into smaller parts for contributors to prove

-  What is a good way for someone to post his/her problem statement formally and allow
contributors to work on it while having the end goal in mind?

Importance of dissemination of partial results and problems

-  What is a good platform where contributors can post partial results, state the problems
encountered during the proofs and get updates (almost) immediately?

Importance of collaboration between mathematicians/computer scientists

- How can we assign verified authorship to each of the partial results?
- How can we incentivize and allocate rewards (if any) fairly to contributors?



Proposed Solution:
Blockchain Your Own (Partial) Proof
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Al System = Sledgehammer (Isablle), TacticToe (HOL4), CogHammer (Coq), Tactician (Coq), etc 4




What is Blockchain?

Applications:
1. Finance
2. Healthcare

Decentralized Book of

Advantages:
Message 1. Decentralized
Partial Proof 2. Time-stamped
Partial Proof ) verification

Partial Proof ; 3. Programmable
credit assignment
via smart contracts

Can be from anyone and cannot be changed ] Encrypted and verifiable
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Fast dissemination of (partial) Authorships of partial progresses Gamification to incentivise provers
results and problems from distributed collaborators can via smart contracts (e.g.

= emergence of common be verified Ethereum)
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New token (e.g. ForMath Token) can be used to measure contributions to formalized mathematics
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Related Works
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Incentive Layer
(What is rewarded?)

Client Layer
(What is meaningful?)

Data Layer
(What is recorded?)

System Architecture

Deploy incentive mechanisms via smart contracts

Reward 1 sole prover via voting for main contributor
VS split reward via some allocation rule

Access and download records and contributions

Interface to present the string diagram/directed
acyclic graph built by imports declared

A

Decentralized file
system network

Image source: https://en.wikipedia.org/wiki/InterPlanetary_File_System

* Different approaches to score contributions, e.g.:
» Token-Curated Registries (TCRs):
incentivize participants to vote and rank
importance of contributions

Plug-in to the chosen proof assistant editor may be
built

Perform validity checks that cannot be handled by the
data layer

A record (on blockchain) contains:

1. Prover’s address

2. IPFS hash address of contribution

3. “imports” references

4. Contribution type (conjecture, partial proof, ...)




An lllustrative Example: Sort Program in Coq

&ctoov

1 Require Export Arith Sorted Permutation List.

2 (* Suppose all the packages above are embedded in some blocks *)
3 Export List.ListNotations.

4 Open Scope list scope.

5

6 Definition sorted := Sorted le.

7 Definition permutation := @Permutation nat.
8
9 Conjecture sort _prog :
@ forall (1 : list nat), {1' : list nat | sorted 1" /\ permutation 1°'

1}.

ctOO: Open problem asked by some “client”

Prover’s address:

N OXEf6c15b611 Ox3CF)08_7B§F3f6398.47094E36d75F52bd587 FD78d1
3ca6D24422B6 . Contribution’s address:
—l —) C8bc18e702e9 OxEf6c15b6113ca6D24422B6C8bc18e702e908A572

08A572 . “imports” references:
(Hash afidress hash addresses of Arith, Sorted, Permutation, List
of ct00.vin IPFS) . Contribution type: Conjecture

Data Layer
(What is recorded?)




An lllustrative Example: Sort Program in Coq

&ctoov

1 Require Export Arith Sorted Permutation List.

2 (* Suppose all the packages above are embedded in some blocks *)
3 Export List.ListNotations.

4 Open Scope list scope.

5

6 Definition sorted := Sorted le.

7 Definition permutation := @Permutation nat.
8
9 Conjecture sort _prog :
@ forall (1 : list nat), {1' : list nat | sorted 1" /\ permutation 1°'

1}.

ctOO: Open problem asked by some “client”

String diagram representation

Legend:

@ sort_prog o - Edge: Type
U Node (solid): Completed
proof term

Node (dotted): Incomplete
proof term

Client Layer
(What is meaningful?)




An lllustrative Example: Sort Program in Coq

&ctoov

1 Require Export Arith Sorted Permutation List.

2 (* Suppose all the packages above are embedded in some blocks *)
3 Export List.ListNotations.

4 Open Scope list scope.

5

6 Definition sorted := Sorted le.

7 Definition permutation := @Permutation nat.

8
9 Conjecture sort _prog :
@ forall (1 : list nat), {1' : list nat | sorted 1" /\ permutation 1°'

1}.

ctOO: Open problem asked by some “client”

Smart contract

if verify(sort_prog) = True:
if n({Provers}) = 1:

transfer(client, Prover, 10 tokens);

else:

Incentive Layer
(What is rewarded?)

allocation_rule(Provers, 10 tokens);




Contribution from Human

Octotv

1 Require Export ct@e. 4—
2

3 Conjecture sort prog base : {l' : list pat | sorted 1' /\ permutation 1' []}.
4

5 Conjecture sort prog IH : forall (a : nat) (1 x : list nat),

6 sorted x -> permutation x 1

7 -={1' : list nat | sorted 1' /\ permutation 1' (a :: 1)}.

8

9 Lemma sort prog :

1@ forall (1 : list nat), {l' : list nat | sorted 1' /\ permutation 1' 1}.

11 Proof. :
13 - apply sort prog base. (proof with gaps)

14 - destruct IHLl; destruct a@; eapply sort prog IH; eassumption.
15 Qed. _

ctO1: First partial proof by some prover A

String diagram representation

&
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® S N
- . /™ sortprog / . Legend:
== v '& Edge: Type
2D o Node (solid): Completed
(&) = proof term
§ Node (dotted): Incomplete
< proof term




Client Layer

Contribution from Al System

Octozv

1 Require Import ctel.

2

3 From Hammer Require Import Hammer.

4

5 Lemma sort prog :

6 Tforall (L : list nat), {1" : list nat | sorted 1' /\ permutation 1' 1}. e
7 Proof. (* try hammer. *) Abort.

8

9 Lemma sort prog base : {l' : list nat | sorted 1' /\ permutation 1' []}. @
18 Proof. try hammer. Defined.

11
12 Lemma sort prog IH : forall (a : nat) (1 x : list nat),
13 sorted x -> permutation x 1 6

14 -= {1' : list nat | sorted 1" /\ permutation 1' (a :: 1)}.
15 Proof. (* try hammer. *) Abort.

ct02: Contribution by Al CogHammer

= String diagram representation sort_base
S

k)

E Legend:

© sort_prog ' Edge: Type

g O 6@ Node (solid): Completed
12} proof term

® Node (dotted): Incomplete
§ ( . proof term

- sort_prog_IH Node (green): Al System




Insertion Sort from Human-Al Collaboration

String diagram representation

sort_base
inserted_. sorted
E
% _
“ sort_pro sort_ind_case
Q S o(c100) rog Ct@ —»{ cto7 @
g5 N "
= O
c £
2 o perm_tail cross Legend:
< "(-U‘ L »( ct03 @ ° Edge: Type
= sort_prog_IH Node (solid): Completed
~— @ proof term
Node (dotted): Incomplete
proof term

perm_nil_sort_cons Node (green): Al System

Smart contract

if verify(sort_prog) = True:
if n({Provers}) = 1:
transfer(client, Prover, 10 tokens);
else:

Incentive Layer
(What is rewarded?)

allocation_rule(Provers, 10 tokens);




Same Theorem but Different Proof

div cong split =
fun P : list A -> Type => div cong P split split wfl split wf2
: forall P : list A -> Type,
P nil ->
(forall a : A, P (a :: nil)) ->
(forall 1s : list A, P (fst (split 1s)) -= P (snd (split 1s)) -= P 1ls) -=
forall 1s : list A, P 1s

=1 ®ctos.v r

1 Require Export ct@@ ctez cte4.

2

3 Conjecture sort prog one : forall a : nat,

4 {l" : list nat | sorted 1' /\ permutation l' [a]}.

)

6 Conjecture sort prog split : forall (ls 1' 1'@: list nat),
7 sorted 1'0 -> permutation 1'@ (fst (split nat 1s))

8 -=> sorted 1' -> permutation 1' (snd (split nat 1s))

9 -=» {l'1 : list nat | sorted 1'1 /\ permutation 1'1 1s}.
1@

11 Lemma sort prog : forall (1 : list nat),

12 {1l : list nat | sorted 1' /\ permutation 1' 1}.

13 Proof.

14 div_cong split. <« —

15 - apply sort prog base.

16 - apply sort prog one.

17 - intros; destruct H; destruct a; destruct HO®; destruct a;
18 eapply sort prog split. exact H. eassumption. exact H®. eassumption.
19 Qed.




Decentralized Way of
Building Different Proofs Collaboratively

v

sort_base True sort_base T
— —p »
inserted_sorted True

v

: o sort_prog sort_prog_one T
ST sort_ind_case ctos > >
ﬂ —Prog f : >
7\300/ 'chl HdRel_merge_fst_cons
> True

v

True
merge_sorted sorted_merge_cons
perm_tail_cross — »( ct12 »( ct14

sort_prog_split
———»( ct03 HdRel_merge_snd_cons T

sort_prog_IH
True
»( ctl7
merge_permutation permutation_split

True
—
perm_nil_sort_cons T
permutation_merge_concat

sort_base True
—» >

merge_sorted True
@ sort_prog ~/ct' 29 4’ >
N AN

permutation_merge_concat True
——»( ct24 ) ———m———»

sort_prog_split

True
—
permutation_split_pivot

v

v

v

Insertion Sort

Merge Sort

v

Quick Sort

All codes can be found on . 16



https://github.com/jinxinglim/coq-chain

Conclusion

Challenge: To have humans and Al systems to collaborate in formalizing mathematics

) e Tave .'ﬁ _—. - e ~ O
Proofs with SAPS | (Lawrence C Paulson, AITP 2020)
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Solution: Use blockchain as the platform to unite collaborators (humans/Al systems) together

Prover A

Al System B APE¥EER Al System D AN
Future Directions: (Yutaka’s induction) (Albert et al.’s LISA) (Sledgehammer)

m Ways to allocate rewards (if any) fairly to contributors (within same proo Unified proof/program synthesis

m Ways to incentivise creations of new mathematical objects (definitions/tactics/propositions)
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Image source:
https://juliandontcheff.wordpress.com/2017/12/06/artificial-stupidity-
as-a-dba-limitation-of-artificial-intelligence/

Thank youl!

Questions and Feedback
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