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Larch is a modular system created in the 
POP paradigm which assists students in 
making formal proofs.



Plugin Oriented Programming (POP)

Plugin Oriented Programming is a new programming paradigm
in which the codebase splits into modular, interchangeable and 
independent plugin subsystems with a central hub.

It lays emphasis on plugins, modularity, namespaces and isolation
of development and testing. Developing large codebases often requires
a shift to more modular structure over time – POP allows you to create
a project that is modular and pluggable from the very beginning.

Macey, T., Hatch, T. (2019). Making Complex Software Fun And Flexible With Plugin Oriented Programming.
Podcast .__init__. https://pythonpodcast.com/plugin-oriented-programming-episode-240/.



Two main groups of Larch users

Learners Contributors



Larch is made
in Python

This lowers the entry threshold
and provides better development 

opportunities.
Python is also reflective, which is important.

PROBLEM

There is no pattern matching
mechanism in Python.

SOLUTIONS

● Sentence class with methods 
implementing most useful mechanisms.

● Structural Pattern Matching is coming 
to Python (Moisset, 2020).

Moisset , D. F. (2020). PEP 636 – Structural Pattern Matching: 
Tutorial. Python.org. https://www.python.org/dev/peps/pep-0636/.



Implementation of a POP system

➔ Built-in module importlib enables the 
creation of a system inspired
by Macey and Hatch (2019).

➔ Template files are used to define
the shape of a socket.

➔ Exception handling is done mostly by 
the engine.

➔ Included libraries allow for a more 
concise code.

Macey, T., Hatch, T. (2019). Making Complex Software Fun And Flexible With Plugin Oriented Programming.
Podcast .__init__. https://pythonpodcast.com/plugin-oriented-programming-episode-240/.



Example of a template file



Sockets in Larch



Defining a notation
Lexicon socket



Defining new rules
Formal socket





Hint generation
and mistake correction

Assistant socket



Discussion

The (near) future of Larch

By the end of September we want Larch to be publicly 
available as a downloadable local web app. If we
succeed, three months later Larch will assist teaching logic 
for cognitive science students at our faculty.

This will allow us to empirically assess the effectiveness of 
using Larch as an e-tutor for teaching the analytic tableaux 
method.

It is also important to improve the hint generation 
algorithms. This also will be aided by empirical data.

Achievements

It appears that it is possible to use plugin system to 
encompass multiple proof systems in one software.

Similar methods can be used to create environments
for other applications both in Logic and in AI.

Currently, both plugins and the engine can be recycled for 
other purposes (such as being classic software libraries).



Discussion

Vision

In the future this paradigm might encourage the 
development of a universal architecture of logic
and AI software. 

This might promote compatibility between different 
libraries which would allow almost seamless 
interchangeability and code reusability.

Future works

The limitations of this approach aren’t well known,
as this paradigm is just being created. It is worth to check, 
whether using it affects application performance and 
security.

Such design creates a need for diverse socket libraries that 
can be reused by other plugins.

The socket architecture also should be improved
to allow more elasticity. 

The plugin management system could also be 
enriched with certain features.
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